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**Лабораторная работа №1**

**Оценка сложности алгоритмов сортировки**

**1 Цель работы**

1.1 Научиться реализовывать и оценивать сложность алгоритмов сортировки

массивов на C#

**2 Контрольные вопросы**

2.1 Что такое «массив»?

Массив — это упорядоченная коллекция однотипных элементов, каждый из которых доступен по своему уникальному индексу.

2.2 Как описывается одномерный массив?

тип\_массива[] название\_массива;

2.3 Как обратиться к некоторому элементу одномерного массива?

название\_массива[индекс элемента]

2.4 Как можно задать одномерный массив?

тип\_массива[] название\_массива = new тип\_массива[размер\_массива];

2.5 Что такое «сортировка»?

Сортировка в программировании — это упорядочивание элементов массива или списка в определённом порядке, обычно по возрастанию или по убыванию.

2.6 Что такое «алгоритм сортировки»?

Алгоритм сортировки — это последовательность операций, которая упорядочивает элементы в массиве или списке по определённому признаку.

2.7 Какие виды сортировки массивов существуют?

Простые, продвинутые и гибридные.

**3 Вывод**

3.1 Я научился реализовывать и оценивать сложность алгоритмов сортировки

массивов на C#.

**Лабораторная работа №2**

**Оценка сложности алгоритмов поиска**

**1 Цель работы**

1.1 Научиться реализовывать и оценивать сложность алгоритмов поиска элементов массивов на C#.

**2 Контрольные вопросы**

2.1 Что такое «алгоритм сортировки»?

Алгоритм сортировки — это последовательность операций, которая упорядочивает элементы в массиве или списке по определённому признаку.

2.2 Какие виды поиска элементов массивов существуют?

Линейный, двоичный, поиск прыжками, алгоритм Фибоначчиевого поиска и др.

2.3 В чем особенность алгоритма линейного поиска и какова его временная

сложность?

Особенность алгоритма линейного поиска (последовательного поиска) — последовательный просмотр каждого элемента списка до тех пор, пока не будет найден искомый элемент или не будет достигнут конец списка. Временная сложность O(n).

2.4 В чем особенность алгоритма двоичного поиска и какова его временная

сложность?

Особенность алгоритма двоичного поиска в том, что он делит заранее отсортированный массив данных пополам, чтобы обнаружить нужный элемент. Временная сложность O(log(N)).

2.5 В чем особенность алгоритма поиска прыжками и какова его временная

сложность?

Особенность алгоритма поиска прыжками — похож на двоичный поиск, но движение только вперёд. Такой поиск требует отсортированной коллекции Временная сложность O(sqrt(N)).

**3 Вывод**

3.1 Я научился реализовывать и оценивать сложность алгоритмов поиска элементов массивов на C#.

**Лабораторная работа №3**

**Оценка сложности рекурсивных алгоритмов**

**1 Цель работы**

1.1 Научиться разрабатывать и оценивать сложность рекурсивных функций в программах на C#.

**2 Контрольные вопросы**

2.1 Что такое «рекурсия»?

Рекурсия — это метод, при котором функция вызывает саму себя для решения задачи.

2.2 Какие проблемы могут возникать при реализации рекурсивных алгоритмов на электронных вычислительных машинах?

При реализации рекурсивных алгоритмов на электронных вычислительных машинах могут возникать проблемы, связанные с переполнением стека, неэффективностью и сложностью отладки.

2.3 Какое определение функции может быть названо рекурсивным? Привести

примеры.

Рекурсивной может быть названа функция, которая в процессе выполнения вызывает саму себя. К примеру, функция вычисления факториала.

2.4 Что такое «глубина рекурсии»?

Глубина рекурсии — это максимальное количество уровней рекурсивных вызовов, которые функция может выполнить до достижения базового случая или предела, установленного интерпретатором языка программирования.

2.5 Что такое «рекурсивный спуск»?

Рекурсивный спуск в программировании — это метод синтаксического анализа, при котором программа представляет себя в виде набора подпрограмм, каждая из которых читает и обрабатывает свою конструкцию, а также вызывает (в том числе рекурсивно) соответствующие подпрограммы для анализа вложенных конструкций.

2.6 Что такое «рекурсивный подъём»?

Это завершение работы рекурсивных подпрограмм, вплоть до самой первой, инициировавшей рекурсивные вызовы.

**3 Вывод**

3.1 Я смог научиться разрабатывать и оценивать сложность рекурсивных функций в программах на C#.

**Лабораторная работа №4**

**Оценка сложности эвристических алгоритмов**

**1 Цель работы**

1.1 Научиться реализовывать, оценивать и применять эвристические алгоритмы.

**2 Контрольные вопросы**

2.1 Что такое «эвристика»?

Эвристика — совокупность приёмов и методов, которые облегчают и упрощают решение познавательных, конструктивных и практических задач..

2.2 Зачем используются эвристические алгоритмы?

Эвристические алгоритмы используются, чтобы ускорить решение задачи в тех случаях, когда точное решение не может быть найдено.

2.3 Какие алгоритмы относятся к эвристическим?

Алгоритм поиска локального максимума, жадный алгоритм, метод ветвей и границ

**3 Вывод**

Я начал реализовывать, оценивать и применять эвристические алгоритмы.

**Лабораторная работа №5**

**Работа с классами**

**1 Цель работы**

1.1 Изучить процесс разработки и применения классов на языке C#;

1.2 Изучить реализацию механизма инкапсуляции на языке C#.

**2 Контрольные вопросы**

2.1 Какова общая форма объявления класса в C#?

Class имя\_класса

{

// тело класса

}.

2.2 На какие виды делятся данные класса в C#?

Поля, константы, события.

2.3 На какие виды делятся функции класса в C#?

Статические и экземплярные(зависящие от свойств определённого экземпляра).

2.4 Для чего применяются конструкторы классов?

Конструкторы классов применяются для инициализации объектов.

2.5 Что такое «цепочка конструкторов»?

Цепочка конструкторов — это механизм, с помощью которого конструктор класса вызывает другой конструктор того же класса.

2.6 Для чего применяются свойства классов?

Свойства классов (акссесоры) используются для доступа к внутреннему состояния объекта.

2.7 Когда используются автоматически реализуемые свойства классов?

В классах или структурах с модификатором record.

2.8 В чем отличие вызова статические членов классов от членов экземпляра класса?

Член экземпляра класса относится к конкретному экземпляру класса. Статический член класса, напротив, относится к классу в целом, а не к конкретному экземпляру класса.

**3 Вывод**

3.1 Был изучен процесс разработки и применения классов на C#

3.2 Был изучен процесс реализации механизма инкапсуляции на языке C#.

**Лабораторная работа №6**

**Перегрузка методов**

**1 Цель работы**

1.1 Изучить процесс выполнения перегрузки методов на языке C#;

1.2 Изучить различные способы передачи параметров в метод.

**2 Контрольные вопросы**

2.1 Что такое «перегрузка методов»?

Это один из мощнейших механизмов языка, который позволяет определить несколько методов с одним и тем же именем, но с различными параметрами.

2.2 К какому виду полиморфизма относится перегрузка методов?

Статический.

2.3 Какие типы функций класса можно перегружать?

Любые, кроме некоторых операторов.

2.4 Какие требования предъявляются к сигнатуре перегружаемых функций класса?

Различный набор параметров.

2.5 Какие типы функций класса нельзя перегружать?

Некоторые оперторы: ^x, x = y, x.y, x?.y, c ? t : f, x ?? y, x ??= y, x..y, x->y, =>, f(x), as, await, checked, unchecked, default, delegate, is, nameof, new, sizeof, stackalloc, switch, typeof, with.

**3 Вывод**

3.1 Я изучил процесс выполнения перегрузки методов на языке C#;

3.2 Были изучены различные способы передачи параметров в метод.

**Лабораторная работа №7**

**Определение операций в классе**

**1 Цель работы**

1.1 Изучить процесс определения операций в классе на языке C#.

**2 Контрольные вопросы**

2.1 Какое ключевое слово определяет операторный метод?

Operator.

2.2 Какие унарные операторы можно перегружать в C#?

+, -, !, ~, ++, --, true, false.

2.3 Какие бинарные операторы можно перегружать в C#?

x + y, x - y, x \* y, x / y, x % y, x & y, x | y, x ^ y, x << y, x >> y.

2.4 Какие операторы сравнения можно перегружать в C#?

x == y, x != y, x < y, x > y, x <= y, x >= y.

2.5 Какие операторы требуется перегружать в C# попарно?

x + y, x - y, x \* y, x / y, x % y, x & y, x | y, x ^ y, x << y, x >> y, x == y, x != y, x < y, x > y, x <= y, x >= y.

**3 Вывод**

3.1 Я изучил процесс определения операций в классе на языке C#.

**Лабораторная работа №8**

**Создание наследованных классов**

**1 Цель работы**

1.1 Изучить процесс разработки дочерних классов на языке C#;

1.2 Изучить реализацию механизма наследования на языке C#.

**2 Контрольные вопросы**

2.1 Что такое «наследование»?

Наследование — это принцип объектно-ориентированного программирования, который позволяет создавать иерархии классов, где один класс (подкласс) наследует свойства и методы другого класса.

2.2 Сколько родительских классов может быть у дочернего класса в C#?

Один.

2.3 Какое ключевое слово позволяет обратиться к реализации родительского класса из дочернего?

base.

2.4 Что такое «переопределение метода» и как оно выполняется?

Переопределение метода в объектно-ориентированном программировании — это возможность заменить реализацию метода, уже определённого в родительском классе, на специфическую реализацию в классе-наследнике..

2.5 Что такое «абстрактный класс»?

Класс, который не может иметь своего экземпляра.

2.6 Для чего предназначены модификаторы virtual, override, abstract, new?

Virtual позволяет переопределять метод в классе наследнике.

Override используется для переопределение метода.

Abstract указывает на неполную или отсутствующую реализацию.

New явным образом скрывает члены, унаследованные от базового класса.

**3 Вывод**

1.1 Я изучил процесс разработки дочерних классов на языке C#;

1.2 Была изучена реализация механизма наследования на языке C#.

**Лабораторная работа №9**

**Работа с объектами через интерфейсы**

**1 Цель работы**

1.1 Изучить процесс разработки и реализации интерфейсов на языке C#.

**2 Контрольные вопросы**

2.1 Что такое «интерфейс»?

Контракт, который должен быть реализован в класс, исполняющий его, или может использоваться как тип данных.

2.2 Чем отличается интерфейс от абстрактного класса?

Интерфейс говорит какие должны быть методы и может дать базовую реализацию, а абстрактный класс может иметь поля и реализованные методы, но абстрактные методы, в классах наследниках обязаны иметь реализацию (чтобы класс наследник можно было создавать экземпляры класса).

2.3 Есть ли у класса ограничения по количеству реализуемых интерфейсов?

Нет.

2.4 Какова общая форма объявления интерфейсов и их элементов?

Interface имя\_интерфейса

{

тип\_возврата имя\_метода(параметры);

}

**3 Вывод**

3.1 Был изучен процесс разработки и реализации интерфейсов на языке C#.

**4 Ход работы**

4.4 Создание объектов типа интерфейса.

Создать переменную типа интерфейса IPrinter и затем:

- присвоить ей значение объекта из таблицы 1. Вызвать у переменной типа интерфейса метод Print();

- присвоить ей значение объекта из таблицы 2. Вызвать у переменной типа интерфейса метод Print().

Создать переменную типа IPrinter[], добавить в массив 4 объекта (2 из таблицы 1 и 2 из таблицы 2). Используя цикл:

- перебрать элементы массива и у каждого вызвать метод Print();

- если элемент поддерживает тип IFigure, вывести на экран название фигуры.

// Задание 4

Console.WriteLine("\nЗадание 4");

IPrinter applicant1 = new Applicant()

{

FullName = "Михалков Иван Иванович",

ClassNumber = 9,

AverageScore = 4.50

};

IPrinter rectangle1 = new Rectangle()

{

Height = 10,

Width = 2

};

applicant1.Print();

rectangle1.Print();

Console.WriteLine();

IPrinter[] printers = [

applicant1,

new Applicant()

{

FullName = "Тестов Тест Тесторович",

ClassNumber = 11,

AverageScore = 4.77

},

rectangle1,

new Rectangle()

{

Height = 8,

Width = 5

}];

foreach (var printer in printers)

{

if (printer is IFigure iFigure)

Console.WriteLine(iFigure.Name);

printer.Print();

**}**

Вывод:

Задание 4

ФИО: Михалков Иван Иванович; Номер класса: 9; Средний балл: 4,5

Высота: 10; Ширина: 2

ФИО: Михалков Иван Иванович; Номер класса: 9; Средний балл: 4,5

ФИО: Тестов Тест Тесторович; Номер класса: 11; Средний балл: 4,77

Прямоугольник

Высота: 10; Ширина: 2

Прямоугольник

Высота: 8; Ширина: 5

**Лабораторная работа №10**

**Использование стандартных интерфейсов**

**1 Цель работы**

1.1 Изучить процесс реализации стандартных интерфейсов на языке C#.

**2 Контрольные вопросы**

2.1 Для чего используется интерфейс IComparable?

Используется для сортировки объектов данного типа.

2.2 Для чего используется интерфейс IEquatable?

Используется для определения равенства двух объектов.

2.3 В чем отличие между обобщенным и необобщенным интерфейсами?

Основное отличие между обобщённым и необобщённым интерфейсами заключается в том, что обобщённые интерфейсы работают с различными типами данных, а необобщённые — только с конкретными типами.

**3 Вывод**

3.1 Был изучен процесс реализации стандартных интерфейсов на языке C#.

**4 Ход работы**

4.5 Реализация стандартного интерфейса IComparer<T> (c обобщениями)

Реализовать интерфейс IComparer в классе DescendingComparer для того, чтобы сортировать по убыванию числового значения.

Реализовать интерфейс IComparer в классе StringComparer для того, чтобы сортировать по возрастанию первого строкового значения.

Для проверки в Program.Main создать массив объектов класса и отсортировать этот массив, вызвав Array.Sort(массив, new ИмяComparer()). Если все сделано корректно, массив будет отсортирован по выбранному компаратору. На экран должен быть выведен исходный и отсортированный массив.

public class DescendingComparer : IComparer<Applicant>

{

public int Compare(Applicant? applicant1, Applicant? applicant2)

=> -applicant1.CompareTo(applicant2);

}

public class StringComparer : IComparer<Applicant>

{

public int Compare(Applicant? applicant1, Applicant? applicant2)

=> applicant1.FullName.CompareTo(applicant2?.FullName);

}

// Задание 5

foreach (var applicant in applicants)

if (applicant is not null)

Console.WriteLine($"{applicant.FullName} закончил {applicant.ClassNumber} класс со средним баллом {applicant.AverageScore}.");

else

Console.WriteLine("null");

Console.WriteLine();

Array.Sort(applicants, new DescendingComparer());

foreach (var applicant in applicants)

if (applicant is not null)

Console.WriteLine($"{applicant.FullName} закончил {applicant.ClassNumber} класс со средним баллом {applicant.AverageScore}.");

else

Console.WriteLine("null");

Console.WriteLine();

Array.Sort(applicants,new StringComparer());

foreach (var applicant in applicants)

if (applicant is not null)

Console.WriteLine($"{applicant.FullName} закончил {applicant.ClassNumber} класс со средним баллом {applicant.AverageScore}.");

else

Console.WriteLine("null");

**Лабораторная работа №11**

**Коллекции. Параметризованные классы**

**1 Цель работы**

1.1 Изучить процесс создания и применения параметризованных классов коллекций (обобщенных списков и словарей) на языке C#.

**2 Контрольные вопросы**

2.1 Что такое «коллекция»?

Коллекция в C# — это специализированный класс, который позволяет работать с группами объектов, выполнять операции над ними, такие как хранение, обновление, удаление, извлечение, поиск и сортировка. .

2.2 Какие классы описаны в пространстве имен System.Collections.Generic?

List<T>, Dictionary<TKey, Tvalue>, LinkedList<T>, Queue<T>, SortedSet<T>, SortedList<TKey, Tvalue>, SortedDictionary<TKey, Tvalue>, Stack<T>.

2.3 Что такое List?

Класс, представляющий последовательный список.

2.4 Как можно обратиться к элементу списка?

имя\_списка[индекс\_элемента].

2.5 Что такое Dictionary<TKey, TValue>?

Класс коллекции, хранящей наборы пар «ключ-значение».

2.6 Как можно обратиться к элементу словаря?

имя\_словаря[ключ].

**3 Вывод**

3.1 Я изучил процесс создания и применения параметризованных классов коллекций (обобщенных списков и словарей) на языке C#.

**Лабораторная работа №12**

**Работа с типом данных структура**

**1 Цель работы**

1.1 Изучить процесс создания и применения структур на языке C#.

**2 Контрольные вопросы**

2.1 В какой области памяти хранятся типы значения?

В стеке.

2.2 Что такое «структура»?

Структура — это объект, который храниться в стеке.

2.3 Чем отличается структура от класса?

Принципами ООП, (зачастую структуры имеют противоположные свойства принципам ООП), а также тем, что структуры передают значение, а классы - ссылку.

2.4 Что такое «перечисление»?

Тип данных, который содержит набор констант, и каждой константе сопоставлено определённое числовое значение.

2.5 Для чего используются перечисления?

Перечисления используются для того, чтобы делать код более читаемым и безопасным. Вместо магических чисел или строк используются ясные и понятные имена.

2.6 Какова общая форма объявления перечисления в C#?

enum имя\_перечисления

{

имя\_константы1,

. имя\_константы2,

…

}

**3 Вывод**

3.1 Я изучил процесс создания и применения структур на языке C#.

**Лабораторная работа №13**

**Обработка и форматирование строк**

**1 Цель работы**

1.1 Изучить процесс обработки строк на языке C#;

1.2 Научиться применять стандартные методы классов String, StringBuilder и Char для обработки строковых и символьных данных в программах на языке C#.

**2 Контрольные вопросы**

2.1 К какому типу переменных относятся переменные типа string?

Это ссылочный тип данных.

2.2 Какие операции допустимы над строковыми данными?

Конкатенация, сравнение, поиск, замена, разделение, обрезка, извлечение подстрок, вставка.

2.3 В чем отличие переменной типа string от массива символов?

Массив изменяем, а строка - нет.

2.4 Что такое «интерполяция строк»?

Подстановка переменных в строку

2.5 Изменяют ли методы класса String исходную строку?

Нет, методы создают новую строку.

**3 Вывод**

3.1 Был изучен процесс обработки строк на языке C#;

3.2 Я научился применять стандартные методы классов String, StringBuilder и Char для обработки строковых и символьных данных в программах на языке C#.

**Лабораторная работа №14**

**Использование регулярных выражений**

**1 Цель работы**

1.1 Научиться составлять шаблоны регулярных выражений в программах на C#;

1.2 Научиться применять регулярные выражения для поиска и замены подстрок в программах на языке C#.

**2 Контрольные вопросы**

2.1 Что такое «регулярное выражение»?

Регуля́рные выраже́ния — формальный язык, используемый в компьютерных программах, работающих с текстом, для поиска и осуществления манипуляций с подстроками в тексте, основанный на использовании метасимволов (символов-джокеров).

2.2 Для чего используются регулярные выражения?

Для работы со текстом.

2.3 Для чего используется класс Regex?

Класс Regex используется для работы с регулярными выражениями.

2.4 Каков алгоритм поиска подстроки при помощи регулярного выражения?

Алгоритм поиска подстроки с помощью регулярного выражения в C# заключается в сопоставлении шаблона (регулярного выражения) с строкой.

2.5 Каков алгоритм замены подстроки при помощи регулярного выражения?

Алгоритм замены подстроки с помощью регулярного выражения в C# заключается в том, что метод Regex.Replace() класса System.Text.RegularExpressions заменяет все строки, соответствующие указанному регулярному выражению, на указанную строку замены.

2.6 Для чего в регулярных выражениях применяются escape-символы?

Escape-символы в регулярных выражениях применяются, чтобы сделать специальные символы обычными.

2.7 Для чего в регулярных выражениях применяются классы символов?

Классы символов в регулярных выражениях применяются для упрощения поиска определённых типов символов в тексте.

2.8 Для чего в регулярных выражениях применяются квантификаторы?

Квантификаторы в регулярных выражениях применяются для указания количества повторений символа, группы или класса символов в строке.

**3 Вывод**

3.1 Я научился составлять шаблоны регулярных выражений в программах на C#;

3.2 Я научился применять регулярные выражения для поиска и замены подстрок в программах на языке C#.

**4 Ход работы**

4.1 Написать регулярное выражение, проверяющее, является ли введенная строка корректным номером телефона.

Требования к формату номера: +7(9хх)ххх-хх-хх или 8(9хх)ххх-хх-хх, где х — любая цифра.

// Задание 1

using System.Text.RegularExpressions;

string pattern = @"^(\+7|8)\(9\d{2}\)\d{3}-\d{2}-\d{2}$";

Console.WriteLine("Введите номер телефона, чтобы соответствовал формату +7(9хх)ххх-хх-хх или 8(9хх)ххх-хх-хх, где х — любая цифра:");

string numberPhone = Console.ReadLine();

if (Regex.IsMatch(numberPhone, pattern))

Console.WriteLine("Введёный номер телефона соответствует формату.");

else

Console.WriteLine("Введёный номен телефона НЕ соответствует формату.");

4.2 Написать регулярное выражение, заменяющее в исходной строке два и более подряд идущих пробельных символа на пробел.

// Задание 2

using System.Text.RegularExpressions;

Console.Write("Введите строку: ");

string inputString = Console.ReadLine();

Regex regex = new(@"\s+");

string target = " ";

Console.WriteLine(regex.Replace(inputString, target));

4.3 Написать регулярное выражение, проверяющее, является ли введенная строка корректным e-mail адресом.

Требования к адресу: логин@доменноеИмя.

Логин может состоять из символов латинского алфавита, цифр, тире, нижнего подчеркивания.

Доменное имя должно состоять из двух или более доменов, причем домен первого уровня может состоять только из букв (например: ru, com, org и т.д.), остальные — из букв и цифр, домены разделяются точкой.

Поиск должен быть регистронезависимым.

// Задание 3

using System.Text.RegularExpressions;

Regex regex = new(@"^[a-z1-9\_**\-\.**]+**\@**([a-z0-9]+**\.**){0,2}[a-z]+", RegexOptions.IgnoreCase);

Console.Write("Введите адрес электронной почты: ");

string input = Console.ReadLine();

if (regex.IsMatch(input))

Console.WriteLine("Введён верный адрес электронной почты.");

else

Console.WriteLine("Введён неверный адрес электронной почты.");

4.4 Написать регулярное выражение, проверяющее, является ли введенная строка надежным паролем.

Требования к паролю: длина от 6 символов, обязательна цифра, строчная и прописная латинская буква, знак препинания (.?!).

Если требования не выполнены, запрашивать повторный ввод, пока строка не будет соответствовать требованиям.

// Задание 4

using System.Text.RegularExpressions;

Regex regex = new(@"^(?=.\*[0-9])(?=.\*[a-z])(?=.\*[A-Z])(?=.\*[.?!]).{6,}$");

while(true)

{

Console.Write("Введите пароль: ");

string input = Console.ReadLine();

if (regex.IsMatch(input))

break;

else

Console.WriteLine("Введён ненадёжный пароль.\n");

}

Console.WriteLine("Введён надёжный пароль.");

3.5 Написать регулярное выражение, заменяющее в исходной строке все даты в формате дд.мм.гггг и дд/мм/гггг на даты в формате гггг-мм-дд.

В качестве дня (дд) и месяца (мм) могут быть указаны от 1 до 2 цифр, в качестве года (гггг) — 2 или 4 цифры. Месяц может быть числом от 01 до 12, день — от 01 до 31, год — любое число.

При реализации использовать именованные группы для дня, месяца и года.

// Задание 5

using System.Text.RegularExpressions;

Regex regex = new(@"^\d{2}[./]\d{2}[./]\d{4}$");

Console.Write("Введите дату: ");

string input = Console.ReadLine();

if (!regex.IsMatch(input))

{

Console.WriteLine("Некорректный формат ввода даты.");

return;

}

Regex pattern = new(@"^(?<day>\d{2})[./](?<month>\d{2})[./](?<year>\d{4})$");

string formatedDate = pattern.Replace(input, "${year}-${month}-${day}");

Console.WriteLine(formatedDate);

**Лабораторная работа №15**

**Разработка делегатов**

**1 Цель работы**

1.1 Научиться разрабатывать и применять делегаты на C#

**2 Контрольные вопросы**

2.1 Что такое «делегат» в C#?

Делегат — это тип данных, который представляет собой ссылку на метод с заданным списком параметров и типом возвращаемого значения.

2.2 Как объявить делегат на C#?

delegate возвращаемый\_тип имя\_делегата (параметры).

2.3 Какие способы вызова метода через делегат существуют?

имя\_делегата(); имя\_делегата.Invoke(); имя\_делегата?.Invoke();.

2.4 Какие встроенные делегаты имеются в C# и для чего они используются?

Action, Predicate, Func.

**3 Вывод**

3.1 Я научился разрабатывать и применять делегаты на C#.

**Лабораторная работа №16**

**Разработка событий**

**1 Цель работы**

1.1 Научиться создавать, вызывать и обрабатывать события на C#.

**2 Контрольные вопросы**

2.1 Что такое «событие» в C#?

Это сущность, которая позволяет классу уведомлять другие объекты о возникновении каких-либо ситуаций, а также реагировать на эти уведомления.

2.2 Как объявить событие на C#?

event тип\_делегата имя\_события;

2.3 Как создать обработчик события?

имя\_события += (нажать Tab).

2.4 Какой класс является родительским для всех классов данных события?

EventArgs.

2.5 Какие классы делегатов являются стандартными для создания событий в C#?

Action, Predicate, Func.

**3 Вывод**

3.1 Я научился создавать, вызывать и обрабатывать события на C#.

**Лабораторная работа №17**

**Операции со списками**

**1 Цель работы**

1.1 Изучить процесс обработки списков стандартными методами на языке C#.

**2 Контрольные вопросы**

2.1 Что такое «LINQ»?

LINQ — это технология, которая позволяет выполнять запросы к различным источникам данных, таким как коллекции, базы данных, XML-документы, и другим, используя единый синтаксис.

2.2 Что такое «анонимный тип»?

Анонимный тип — это тип данных, который создается и инициализируется без объявления явного класса. Он позволяет создавать временные объекты с набором свойств, но без определения типа на этапе компиляции.

2.3 Для чего используется var?

var используется для неявной типизации локальных переменных. Оно указывает компилятору, что тип переменной должен быть выведен из выражения, находящегося с правой стороны оператора инициализации.

2.4 Для чего используется метод Select?

Используется для преобразования элементов последовательности в элементы другого типа.

2.5 Для чего используются методы OrderBy, OrderByDescending?

Используются для сортировки элементов коллекции на основе заданных критериев.

2.6 Для чего используются методы ThenBy, ThenByDescending?

Используются для вторичной сортировки данных после первичной сортировки, выполненной с помощью методов OrderBy или OrderByDescending.

**3 Вывод**

3.1 Я изучил процесс обработки списков стандартными методами на языке C#.

**4 Ход работы**

4.3 Написать LINQ-запросы, возвращающие:

- список расширений файлов в директории (без повторений), используя Distinct(),

- список расширений файлов в директории и количество файлов каждого

расширения, используя GroupBy() и Count().

DirectoryInfo directory = new DirectoryInfo(@"C:\temp\ispp31");

FileInfo[] files = directory.GetFiles("\*", SearchOption.AllDirectories);

var sortedFiles = files

.OrderBy(f => f.Name)

.ThenByDescending(f => f.CreationTime)

.Select(f => new { f.Name, f.DirectoryName, f.Length, f.CreationTime })

.ToList();

Console.Write("Введите название файла: ");

string search = Console.ReadLine();

var searchedFiles = files.Where(f => f.Name.Contains(search)).ToList();

var countSearchedFiles = files.Count(f => f.Name.Contains(search));

Console.WriteLine(countSearchedFiles);

4.4 Написать LINQ-запрос, возвращающий список последних 10 файлов, созданных за текущий день, используя Where(), OrderByDescending() и Take().

var extension = files.Select(f => f.Extension).Distinct()

.ToList();

var extensionCount = files.GroupBy(f => f.Extension)

.Select(f => new { f.Key, Count = f.Count() })

.ToList();

4.5 Написать LINQ-запрос, возвращающий имя файла, его расширение, путь к

файлу, его размер с указанием единицы измерения, используя Select().

Размер файла — целое число. Единица измерения:

- Б (если размер меньше 1КБ),

- КБ (если размер меньше 1МБ),

- МБ (в остальных случаях).

Для получения размера можно использовать побитовый сдвиг влево на 2сдвиг: размер >> сдвиг (для КБ сдвиг 10, для МБ сдвиг 20 и т.д.).

var todayFiles = files.Where(f => f.CreationTime.Date == DateTime.Today)

.OrderByDescending(f => f.CreationTime)

.Take(10)

.ToList();

**Лабораторная работа №18**

**Проектирование диаграммы классов**

**1 Цель работы**

1.1 Изучить процесс описания типов данных с применением диаграммы классов.

**2 Контрольные вопросы**

2.1 Для чего используется диаграмма классов?

Диаграмма классов используется для визуального представления структуры и взаимосвязей классов внутри системы.

2.2 Из каких элементов состоит описание типа в диаграмме классов?

Описание типа в диаграмме классов включает следующие элементы: Имя класса, атрибуты класса, классовые операции (методы).

2.3 На какие группы делятся взаимосвязи в диаграмме классов?

Взаимосвязи в диаграмме классов делятся на группы: зависимость, реализация, наследование, ассоциация, агрегация, композиция.

2.4 В чем отличие между взаимосвязью «наследование» и «реализация»

Основное отличие между взаимосвязью «наследование» и «реализация» заключается в уровне описания отношений между объектами.

2.5 В чем отличие между взаимосвязью «агрегация» и «композиция»

Композиция предполагает жёсткую зависимость, а агрегация — слабую.

2.6 Что показывает взаимосвязь «ассоциация»?

Взаимосвязь «ассоциация» показывает, что объекты одной сущности связаны с объектами другой сущности таким образом, что можно перемещаться от объектов одного класса к другому.

2.7 Какие виды мощности отношений могут быть указаны в диаграмме классов?

В диаграмме классов могут быть указаны следующие виды мощности отношений:

* 1 — в точности одна связь;
* N — неограниченное число (0 или больше);
* 0..N — ноль или больше;
* 1..N — одна или больше;
* 3..7 — указанный интервал.
* **3 Вывод**

3.1 Я изучил процесс описания типов данных с применением диаграммы классов.

**Лабораторная работа №19**

**Использование шаблонов проектирования**

**1 Цель работы**

1.1 Научиться применять паттерны проектирования в разработке программ.

**2 Контрольные вопросы**

2.1 Для чего используются порождающие паттерны?

Порождающие паттерны используются для решения проблем, связанных с созданием объектов и экземпляров классов.

2.2 Какие паттерны относятся к порождающим?

К порождающим паттернам (Creational patterns) относятся:

* Фабричный метод;
* Абстрактная фабрика;
* Одиночка;
* Строитель;
* Прототип.

2.3 Для чего используются структурные паттерны?

Структурные паттерны используются для организации классов и объектов в крупные системы.

2.4 Какие паттерны относятся к структурным?

К структурным паттернам относятся:

* Адаптер;
* Мост;
* Компоновщик;
* Декоратор;
* Фасад;
* Приспособленец;
* Заместитель.

2.5 Для чего используются поведенческие паттерны?

Поведенческие паттерны в C# используются для эффективного взаимодействия между объектами, распространения информации между ними и координации их работы.

2.6 Какие паттерны относятся к поведенческим?

Некоторые поведенческие паттерны:

* Цепочка обязанностей;
* Команда;
* Посредник;
* Наблюдатель;
* Состояние;
* Стратегия.

**3 Вывод**

3.1 Я смог научиться применять паттерны проектирования в разработке программ.

**4 Ход работы**

4.2 Реализовать и объяснить порождающий паттерн «Фабричный метод» согласно

UML-диаграмме на рисунке 2.

Добавить еще одну фигуру к описанному интерфейсу.

https://www.tutorialspoint.com/design\_pattern/factory\_pattern.htm

Для сравнения строк без учета регистра вместо equalsIgnoreCase используется:

строка1.Equals(строка2, StringComparison.OrdinalIgnoreCase)

public interface IShape

{

void Draw();

}

public class Circle : IShape

{

public void Draw()

=> Console.WriteLine("Inside Circle::draw() method.");

}

public class Square : IShape

{

public void Draw()

=> Console.WriteLine("Inside Square::draw() method.");

}

public class Rectangle : IShape

{

public void Draw()

=> Console.WriteLine("Inside Rectangle::draw() method.");

}

public class Pentagon : IShape

{

public void Draw()

=> Console.WriteLine("Inside Pentagon::draw() method.");

}

public class ShapeFactory

{

public IShape GetShape(string shapeType)

{

if (shapeType.Equals("CIRCLE", StringComparison.OrdinalIgnoreCase))

return new Circle();

else if (shapeType.Equals("RECTANGLE", StringComparison.OrdinalIgnoreCase))

return new Rectangle();

else if (shapeType.Equals("SQUARE", StringComparison.OrdinalIgnoreCase))

return new Square();

else if (shapeType.Equals("PENTAGON", StringComparison.OrdinalIgnoreCase))

return new Pentagon();

return null;

}

}

ShapeFactory shapeFactory = new();

IShape shape = shapeFactory.GetShape("CIRCLE");

shape.Draw();

shape = shapeFactory.GetShape("RECTANGLE");

shape.Draw();

shape = shapeFactory.GetShape("SQUARE");

shape.Draw();

shape = shapeFactory.GetShape("PENTAGON");

shape.Draw();

4.3 Реализовать и объяснить структурный паттерн «Декоратор» согласно UMLдиаграмме на рисунке 3.

Добавить еще один декоратор к описанному интерфейсу.

<https://www.tutorialspoint.com/design_pattern/decorator_pattern.htm>

public interface IShape

{

void Draw();

}

public class Circle : IShape

{

public void Draw()

=> Console.WriteLine("Shape: Circle");

}

public class Rectangle : IShape

{

public void Draw()

=> Console.WriteLine("Shape: Rectangle");

}

public class Square : IShape

{

public void Draw()

=> Console.WriteLine("Shape: Square");

}

public class RedShapeDecorator : ShapeDecorator

{

public RedShapeDecorator(IShape decoratedShape) : base(decoratedShape)

{

}

public void Draw()

{

\_decoratedShape.Draw();

SetRedBorder(\_decoratedShape);

}

private void SetRedBorder(IShape decoratedShape)

{

Console.WriteLine("Border Color: Red");

}

}

public abstract class ShapeDecorator : IShape

{

protected IShape \_decoratedShape;

public ShapeDecorator(IShape decoratedShape)

=> \_decoratedShape = decoratedShape;

public void Draw()

=> \_decoratedShape.Draw();

}

IShape circle = new Circle();

Console.WriteLine("Circle with normal border");

circle.Draw();

IShape redCircle = new RedShapeDecorator(new Circle());

Console.WriteLine("\nCircle of red border");

redCircle.Draw();

IShape redRectangle = new RedShapeDecorator(new Rectangle());

Console.WriteLine("\nRectangle of red border");

redRectangle.Draw();

IShape redSquare = new RedShapeDecorator(new Square());

Console.WriteLine("\nSquare of red border");

redSquare.Draw();

4.4 Реализовать и объяснить поведенческий паттерн «Наблюдатель» согласно UMLдиаграмме на рисунке 4. Вместо списка наблюдателей использовать модель событий.

Добавить еще одного наблюдателя, отображающего число в десятичной системе.

https://www.tutorialspoint.com/design\_pattern/observer\_pattern.htm

Для перевода в систему счисления по основанию 2/8/10/16 вместо Integer.toОснованиеString используется:

Convert.ToString(число, основание)

public abstract class Observer

{

protected Observer(Subject subject)

{

\_subject = subject;

\_subject.NotifyObservers += Update;

}

protected Subject \_subject;

public abstract void Update();

}

public class BinaryObserver : Observer

{

public BinaryObserver(Subject subject) : base(subject) { }

public override void Update()

=> Console.WriteLine($"Binary String: {Convert.ToString(\_subject.GetState(), 2)}");

}

public class OctalObserver : Observer

{

public OctalObserver(Subject subject) : base(subject) { }

public override void Update()

=> Console.WriteLine($"Octal String: {Convert.ToString(\_subject.GetState(), 8)}");

}

public class HexaObserver : Observer

{

public HexaObserver(Subject subject) : base(subject) { }

public override void Update()

=> Console.WriteLine($"Hex String: {Convert.ToString(\_subject.GetState(), 16).ToUpper()}");

}

public class Subject

{

private int \_state;

public event Action NotifyObservers;

public int GetState()

=> \_state;

public void SetState(int state)

{

\_state = state;

NotifyObservers?.Invoke();

}

}

Subject subject = new();

Observer BinObserver = new BinaryObserver(subject);

Observer OctObserver = new OctalObserver(subject);

Observer HexObserver = new HexaObserver(subject);

Console.WriteLine("First state change: 15");

subject.SetState(15);

Console.WriteLine();

Console.WriteLine("Second state change: 10");

subject.SetState(10);

**Лабораторная работа №20**

**Проектирование API**

**1 Цель работы**

1.1 Научиться проектировать API.

**2 Контрольные вопросы**

2.1 Что такое REST?

Это архитектурный стиль взаимодействия между клиентом и сервером через HTTP протокол.

2.2 Для чего используется метод GET?

Для запроса информации о ресурсе.

2.3 Для чего используется метод POST?

Для создания нового ресурса на сервере.

2.4 Для чего используется метод PUT?

Для обновления существующих ресурсов или создания новых, если они не существуют.

2.5 Для чего используется метод DELETE?

Для удаления ресурса с сервера.

**3 Вывод**

3.1 Я научился проектировать API.

**4 Ход работы**

4.1 Создать конечные точки, возвращающие:

- список всех котов,

- кота по id (если требуемого нет – возвращать 404).

[ApiController]

[Route("[controller]")]

public class CatController : ControllerBase

{

private static List<Cat> \_cats = new()

{

new Cat { Id = 1, Name = "Усатик", Breed = "Персидская", Color = "Белый", Age = 5 },

new Cat { Id = 2, Name = "Варежка", Breed = "Сиамская", Color = "Сил-пойнт", Age = 3 },

new Cat { Id = 3, Name = "Дымок", Breed = "Британская короткошерстная", Color = "Серый", Age = 7 },

new Cat { Id = 4, Name = "Белла", Breed = "Мейн-кун", Color = "Рыжий", Age = 4 },

new Cat { Id = 5, Name = "Макс", Breed = "Рэгдолл", Color = "Сил-миттед", Age = 2 },

new Cat { Id = 6, Name = "Луна", Breed = "Персидская", Color = "Трехцветный", Age = 6 },

new Cat { Id = 7, Name = "Оливер", Breed = "Британская короткошерстная", Color = "Черный", Age = 8 },

new Cat { Id = 8, Name = "Клео", Breed = "Сиамская", Color = "Коричневый", Age = 3 },

new Cat { Id = 9, Name = "Симба", Breed = "Мейн-кун", Color = "Рыжий", Age = 5 },

new Cat { Id = 10, Name = "Ромашка", Breed = "Персидская", Color = "Белый", Age = 2 },

new Cat { Id = 11, Name = "Тест", Breed = "Персидская", Color = "Белый", Age = 2 },

new Cat { Id = 12, Name = "Ромашка", Breed = "Персидская", Color = "Белый", Age = 2 }

};

[HttpGet("/cats")]

public ActionResult<List<Cat>> GetList(int page = 1, int pageSize = int.MaxValue)

{

var cats = \_cats.Skip((page - 1) \* pageSize).Take(pageSize).ToList();

return Ok(cats);

}

[HttpGet("/cats/{id:int}")]

public ActionResult<Cat> GetById(int id)

{

var cat = \_cats.FirstOrDefault(c => c.Id == id);

if (cat == null)

return NotFound();

return Ok(cat);

}

}

4.2 Создать конечную точку, возвращающую всех котов определенной породы, используя параметр конечной точки.

[HttpGet("/cats/breed")]

public ActionResult<List<Cat>> GetByBreed(string breed)

=> Ok(\_cats.Where(c => c.Breed == breed));

[HttpPost]

public ActionResult<Cat> Create([FromBody]Cat cat)

{

try

{

cat.Id = \_cats.Count() + 1;

\_cats.Add(cat);

return Created();

}

catch (Exception ex)

{

return BadRequest(ex.Message);

}

}

4.3 Изменить код конечной точки из п.3.1, чтобы можно было передать номер страницы и размер страницы. Для этого добавить параметры в метод конечной точки.

[HttpGet("/cats")]

public ActionResult<List<Cat>> GetList(int page = 1, int pageSize = int.MaxValue)

{

var cats = \_cats.Skip((page - 1) \* pageSize).Take(pageSize).ToList();

return Ok(cats);

}

4.4 Создать конечную точку, удаляющую кота по id. Возвращать 204 в случае успешного удаления, иначе – соответствующий код ошибки.

[HttpDelete("{id:int}")]

public ActionResult Delete(int id)

{

var cat = \_cats.FirstOrDefault(\_c => \_c.Id == id);

if (cat is not null)

{

\_cats.Remove(cat);

return NoContent();

}

return NotFound();

}

4.5 Создать конечную точку, добавляющую нового кота. Возвращать 201 в случае успешного добавления, иначе – соответствующий код ошибки.

[HttpPost]

public ActionResult<Cat> Create([FromBody]Cat cat)

{

try

{

cat.Id = \_cats.Count() + 1;

\_cats.Add(cat);

return Created();

}

catch (Exception ex)

{

return BadRequest(ex.Message);

}

}

**Лабораторная работа №21**

**Оптимизация кода**

**1 Цель работы**

1.1 Изучить методы оптимизации программного кода.

**2 Контрольные вопросы**

2.1 Что такое «оптимизация программного кода»?

Это процесс улучшения существующего кода для повышения его производительности и эффективности.

2.2 Какова цель оптимизации программного кода?

Снижение ресурсов и времени на выполнение операций.

2.3 Какие методы оптимизации программного кода применяются?

Оптимизация циклов, устранение избыточных операций, использование подходящих структур данных.

**3 Вывод**

3.1 Были изучены методы оптимизации программного кода.

**Лабораторная работа №22**

**Асинхронное программирование**

**1 Цель работы**

1.1 Научиться реализовывать и запускать асинхронные операции на C#.

1.2 Научиться выполнять вычисления, используя асинхронные операции.

1.3 Научиться выполнять ввод и вывод данных, используя асинхронные операции.

**2 Контрольные вопросы**

2.1 Какие ключевые слова используются в C# для работы с асинхронными вызовами?

Async, await.

2.2 Какие типы возврата могут быть у асинхронных методов и для чего предназначен каждый из типов?

Task - используется, если метод не возвращает значение.

Task<TResult> - Применяется, если метод возвращает значение типа TResul.

void - Используется в асинхронных обработчиках событий.

2.3 Как вызвать метод в асинхронном режиме?

async тип\_возвращаемого\_значения название\_метода (параметры)

2.4 Как указать, что в методе могут быть асинхронные вызовы?

В языке C# указать, что в методе могут быть асинхронные вызовы, можно с помощью ключевого слова async.

2.5 Как обработать исключения, возникшие в асинхронных вызовах?

Чтобы обработать исключения, можно использовать блок try-catch.

**3 Вывод**

3.1 Я научился реализовывать и запускать асинхронные операции на C#.

3.2 Я научился выполнять вычисления, используя асинхронные операции.

3.3 Я научился выполнять ввод и вывод данных, используя асинхронные операции.

**4 Ход работы**

4.3 Оптимизация условий

4.3.1 Вынести инвариантные условия из цикла

public void FindSum(int[] numbers)

{

int sum = 0

for (int i = 0; i < numbers.Length; i++)

{

if (numbers.Length == 0)

throw new InvalidOperationException("в массиве нет чисел");

sum += numbers[i];

}

Console.WriteLine($"sum = {sum}");

}

void FindSum(int[] numbers)

{

if (numbers.Length == 0)

throw new InvalidOperationException("В массиве нет чисел.");

int sum = 0;

for (int i = 0; i < numbers.Length; i++)

sum += numbers[i];

Console.WriteLine($"sum = {sum}");

}

5.3.2 Выполнить оптимизацию программного кода, уменьшив количество

проверок и оптимизировав порядок условий:

private int GetDaysCount(int month, int year)

{

switch (month)

{

case 1:

case 3:

case 5:

case 7:

case 8:

case 10:

case 12:

return 31;

case 4:

case 6:

case 9:

case 11:

return 30;

case 2:

return (year % 400 ==0 || year % 100 != 0 && year % 4 == 0) ? 29 : 28;

default:

return -1;

}

}

int GetDaysCount(int month, int year)

{

if (month < 1 || month > 12 )

return -1;

switch (month)

{

case 2:

return (year % 400 == 0 || year % 100 != 0 && year % 4 == 0) ? 29 : 28;

case 4:

case 6:

case 9:

case 11:

return 30;

default:

return 31;

}

}

4.4 Оптимизация при работе со строками

Преобразовать все данные списка cats (из файла LINQ.txt) в одну строку с данными

в следующем формате:

- в начале названия свойств, отделенные точкой с запятой,

- затем каждая отдельная строка – значения свойств отдельного объекта из списка.

Пример отображения информации:

Id;Name;Age;

1;Мурка;10;

2;Барсик;3;

Полученная строка должна быть выведена на экран.

Для оптимизации вместо конкатенации и сложения строк использовать методы

StringBuilder.

public class Cat

{

public int Id { get; set; }

public string Name { get; set; }

public string Breed { get; set; }

public string Color { get; set; }

public int Age { get; set; }

}

List<Cat> cats = new List<Cat>

{

new Cat { Id = 1, Name = "Усатик", Breed = "Персидская", Color = "Белый", Age = 5 },

new Cat { Id = 2, Name = "Варежка", Breed = "Сиамская", Color = "Сил-пойнт", Age = 3 },

new Cat { Id = 3, Name = "Дымок", Breed = "Британская короткошерстная", Color = "Серый", Age = 7 },

new Cat { Id = 4, Name = "Белла", Breed = "Мейн-кун", Color = "Рыжий", Age = 4 },

new Cat { Id = 5, Name = "Макс", Breed = "Рэгдолл", Color = "Сил-миттед", Age = 2 },

new Cat { Id = 6, Name = "Луна", Breed = "Персидская", Color = "Трехцветный", Age = 6 },

new Cat { Id = 7, Name = "Оливер", Breed = "Британская короткошерстная", Color = "Черный", Age = 8 },

new Cat { Id = 8, Name = "Клео", Breed = "Сиамская", Color = "Коричневый", Age = 3 },

new Cat { Id = 9, Name = "Симба", Breed = "Мейн-кун", Color = "Рыжий", Age = 5 },

new Cat { Id = 10, Name = "Ромашка", Breed = "Персидская", Color = "Белый", Age = 2 }

};

StringBuilder stringBuilder = new("Id;Name;Age;Breed;Color;\n");

foreach (var cat in cats)

stringBuilder.AppendLine($"{cat.Id};{cat.Name};{cat.Age};{cat.Breed};{cat.Color};");

Console.WriteLine(stringBuilder);

4.5 Сохранение промежуточных результатов

4.5.1 Написать и протестировать рекурсивную функцию вычисления факториала.

Для оптимизации использовать мемоизацию (сохранять ранее вычисленные

значения в словаре Dictionary<int, long>, где ключ – число, значение – факториал

числа). При вычислении проверять. Есть ли значение в словаре: если есть, сразу

возвращать, если нет – вычислять и добавлять в словарь.

class Factorial

{

public static Dictionary<uint, long> factorialCash = new();

public static long GetFactorial(uint number)

{

if (number <= 1)

return 1;

if (factorialCash.ContainsKey(number))

return factorialCash[number];

factorialCash[number] = number \* GetFactorial(number - 1);

return factorialCash[number];

}

}

Console.WriteLine($"Факториал 5: {Factorial.GetFactorial(5)}\n");

Console.WriteLine($"Факториал 6: {Factorial.GetFactorial(6)}\n");

4.5.2 Написать и протестировать рекурсивную функцию быстрого вычисления xn

,

где n неотрицательное целое, используя возведение в квадрат.

Для ускорения работы рекурсия должна вызываться в ветке алгоритма не более

одного раза.

Пример использования алгоритма быстрого возведения в степень:

![](data:image/png;base64,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)

Для некорректных данных возвращать -1. Стандартный метод возведения в

степень не использовать.

Console.WriteLine($"Возведение 2 в 15 степень: {Exponential(2, 15)}");

double Exponential(double x, int n)

{

if (n < 0)

return -1;

if (n == 0)

return 1;

double temp = Exponential(x, n / 2);

if (n % 2 != 0)

return x \* temp \* temp;

return temp \* temp;

}

**Лабораторная работа №23**

**Документирование кода**

**1 Цель работы**

1.1 Изучить процесс документирования программного кода.

**2 Контрольные вопросы**

2.1 Что такое «XML-документация»?

«XML-документация» — это описание назначения класса и его полей, свойств, методов, событий и кода с помощью специальных тегов XML.

2.2 Как сгенерировать XML-комментарий?

В Visual Studio есть функция автоматической генерации структуры XML-комментариев для элементов кода, таких как методы, классы и свойства.

2.3 Какие действия нужно выполнить, чтобы XML-документация была видна при подключении библиотеки в стороннем решении?

* Указать ссылку на файл документации в проекте, чтобы Visual Studio поняла, что это файл комментариев от библиотеки. Для этого в свойствах проекта нужно указать путь до файла документации.

2.4 Что пишется в разделе summary?

В разделе summary тега в документации XML пишется краткое описание элемента.

2.5 Что пишется в разделе param?

В разделе «param» указывается имя и описание конкретного параметра.

2.6 Что пишется в разделе returns?

В разделе «returns» пишется описание возвращаемого значения метода.

**3 Вывод**

3.1 Был изучен процесс документирования программного кода.

**Лабораторная работа №24**

**Рефакторинг кода**

**1 Цель работы**

1.1 Изучить и применить техники рефакторинга программного кода.

**2 Контрольные вопросы**

2.1 Что такое «рефакторинг»?

Рефакторинг — процесс изменения внутренней структуры программы, который не затрагивает её внешнего поведения.

2.2 Какие группы техник рефакторинга существуют?

Составление методов, перемещение функций между объектами, организация данных, решение задач обобщения.

2.3 Как выполнить рефакторинг в Visual Studio?

Некоторые команды рефакторинга, доступные в контекстном меню Visual Studio:

* Extract Method — извлечь сегмент кода в отдельный метод.
* Encapsulate Field — инкапсулировать переменную в существующий класс.
* Extract Interface — выделить основные методы в виде интерфейса.
* Reorder Parameters — переупорядочить параметры.

**3 Вывод**

3.1 Я изучил и применил техники рефакторинга программного кода.

**Лабораторная работа №25**

**Работа с системой контроля версий**

**1 Цель работы**

1.1 Научиться применять систему контроля версий git в процессе разработки программного обеспечения.

**2 Контрольные вопросы**

2.1 Что такое «репозиторий»?

Репозиторий — место, где хранятся и поддерживаются какие-либо данные.

2.2 Что указывается в файле readme.md?

Файл README.md содержит вводное руководство по проекту.

2.3 Что указывается в файле .gitignore?

В файле .gitignore указывается список файлов и папок проекта, которые Git должен игнорировать и не отслеживать.

2.4 Какое программное обеспечение может применяться для управления git репозиторием?

Для управления Git-репозиторием можно использовать графическое программное обеспечение (GUI) или инструменты командной строки (CLI).

2.5 Где может располагаться репозиторий?

Репозиторий может располагаться в разных местах в зависимости от его типа:

-Централизованный репозиторий.

-Локальный репозиторий.

-Распределенный репозиторий.

-Сетевые репозитории.

2.6 Какой основной порядок выполнения команд при работе с репозиторием?

Основной порядок выполнения команд при работе с репозиторием в Git включает следующие шаги:

1) Инициализация репозитория;

2) Добавление файлов;

3) Создание коммита;

4) Отправка изменений;

5) Получение изменений из удалённого репозитория.

**3 Вывод**

3.1 Я смог научиться применять систему контроля версий git в процессе разработки программного обеспечения.

**Лабораторная работа №26**

**Разработка интерфейса пользователя: компоновка элементов**

**1 Цель работы**

1.1 Изучить элементы-контейнеры, применяющиеся в приложениях WPF для компоновки

**2 Контрольные вопросы**

2.1 Что такое «компоновка» в WPF?

Компоновка в WPF — это процесс размещения элементов внутри контейнера при проектировании пользовательского интерфейса приложения.

2.2 Какой класс является родительским для всех элементов-контейнеров в WPF?

System.Windows.Controls.Panel — родительский класс для всех элементов-контейнеров в WPF..

2.3 Как выровнять элементы внутри контейнера по высоте и по ширине?

В WPF элементы внутри контейнера выравниваются по горизонтали и по вертикали с помощью свойств: HorizontalAlignment и VerticalAlignment.

2.4 В чем особенность компоновки с использованием следующих элементов контейнеров: Grid и Canvas?

Grid располагает элементы в невидимой сетке строк и столбцов.

Canvas поддерживает абсолютное позиционирование элементов с использованием точных координат.

2.5 Чем отличается компоновка с использованием StackPanel, DockPanel, WrapPanel?

StackPanel упорядочивает дочерние элементы в одну строку, которая может быть ориентирована по горизонтали или вертикали.

DockPanel позволяет прикреплять дочерние элементы к краям панели сверху, снизу, слева или справа.

WrapPanel располагает элементы последовательным образом слева направо или сверху вниз в зависимости от значения свойства Orientation.

2.6 В каких единицах измерения могут задаваться размеры элементов в приложениях WPF?

Пиксели, Дюймы, Сантиметры, Точки.

**3 Вывод**

3.1 Я изучил элементы-контейнеры, применяющиеся в приложениях WPF для компоновки.

**Лабораторная работа №27**

**Организация интерфейса пользователя**

**1 Цель работы**

1.1 Изучить процесс настройки интерфейса и организации переходов в приложениях WPF.

**2 Контрольные вопросы**

2.1 Для чего используется элемент управления Frame?

Элемент управления Frame в WPF используется для размещения другого содержимого XAML внутри контейнера.

2.2 Для чего используется элемент управления Page?

Элемент управления Page в WPF используется для создания страничных интерфейсов и поддержки навигации.

2.3 Как перейти к определенной странице, используя фрейм?

Чтобы перейти к определённой странице в приложении WPF с использованием фрейма, нужно установить свойство Source элемента Frame в значение, соответствующее URI желаемой страницы.

2.4 Как проверить, что во фрейме можно вернуться к предыдущей странице?

Чтобы проверить, можно ли во фрейме WPF вернуться к предыдущей странице, используют свойство CanGoBack.

2.5 Как перейти к предыдущей странице, используя фрейм?

Необходимо вызвать метод GoBack фрейма, чтобы осуществить возврат.

2.6 Какие элементы позволяют сгруппировать содержимое?

В WPF для группировки содержимого используются элементы GroupBox и Expander.

**3 Вывод**

3.1 Был изучен процесс настройки интерфейса и организации переходов в приложениях WPF.

**Лабораторная работа №28**

**Разработка интерфейса пользователя: настройка стилей**

**1 Цель работы**

1.1 Изучить процесс настройки интерфейса с использованием стилей в приложениях WPF.

**2 Контрольные вопросы**

2.1 Для чего используются стили в приложениях WPF?

Стили в приложениях WPF используются для создания единообразного внешнего вида для набора элементов управления.

2.2 Какова общая форма локального определения стиля элемента управления?

Стиль элемента управления в WPF определяется с помощью класса Style.

2.3 Какова общая форма определения стиля приложения?

Стиль в WPF — это набор настроек DependencyProperty, которые при применении к целевому объекту изменяют его поведение.

2.4 Как указать явное использование стилей?

Чтобы указать явное использование стилей в WPF, нужно явно сослаться на стиль в элементе. Для этого используется свойство Style элемента, которому присваивается значение, определенное в стиле.

2.5 Как указать наследование стиля?

В WPF для указания наследования стиля используется свойство BasedOn класса Style.

2.6 Как добавить новую тему в приложение?

Чтобы добавить новую тему в приложение WPF, нужно определить стили в словаре ресурсов и применить их к элементам приложения.

2.7 Как выполнить переключение между темами?

Переключение между темами в WPF осуществляется через изменение словаря ресурсов (ResourceDictionary). Этот подход позволяет динамически применять разные наборы стилей к элементам управления во время выполнения.

**3 Вывод**

3.1 Был изучен процесс настройки интерфейса с использованием стилей в приложениях WPF.

**4 Ход работы**

4.2 Создание стиля для контейнера (элемента компоновки или окна).

4.2.1 Создать WPF-приложение для авторизации. Настроить окно авторизации

аналогично настройкам окна авторизации из п.5.1 (включая папки с ресурсами).

У элементов убрать из тэгов все атрибуты кроме подписи и указания строки и

столбца размещения в Grid. У StackPanel задать горизонтальную ориентацию.

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition/>

<ColumnDefinition/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition/>

<RowDefinition/>

<RowDefinition/>

</Grid.RowDefinitions>

<Label Content="Логин"/>

<TextBox Grid.Column="1"/>

<Label Content="Пароль" Grid.Row="1"/>

<TextBox Grid.Column="1" Grid.Row="1"/>

<StackPanel Grid.Column="1" Grid.Row="2" Orientation="Horizontal">

<Button Content="ОК"/>

<Button Content="Отмена"/>

</StackPanel>

<Image Grid.Row="2" HorizontalAlignment="Left" VerticalAlignment="Center" Width="100" Height="100" Source="Images/galaxy.jpg"/>

</Grid>

4.2.2 Настроить стили дочерних элементов управления в контейнере:

- у меток задать цвет текста и шрифт, отличный от стандартного,

- у полей ввода задать максимальную длину строки (MaxLength) — 10, размер

текста — 20 и тот же шрифт, что у меток,

- у кнопок задать высоту 20, ширину – 100, вертикальное выравнивание по верхнему

краю, цвет фона отличный от стандартного, отступы (Margin) – 5 для всех кроме отступа

слева (значение: 0 5 5 5).

<Application.Resources>

<Style TargetType="Label">

<Setter Property="Foreground" Value="DarkBlue"/>

<Setter Property="FontFamily" Value="Comic Sans MS"/>

</Style>

<Style TargetType="TextBox">

<Setter Property="MaxLength" Value="10"/>

<Setter Property="FontSize" Value="20"/>

<Setter Property="FontFamily" Value="Comic Sans MS"/>

</Style>

<Style TargetType="Button">

<Setter Property="Height" Value="20"/>

<Setter Property="Width" Value="100"/>

<Setter Property="VerticalAlignment" Value="Top"/>

<Setter Property="Background" Value="Lavender"/>

<Setter Property="Margin" Value=" 0 5 5 5"/>

</Style>

</Application.Resources>

4.3 Создание стиля приложения

4.3.1 Создать WPF-приложение аналогично описанию из п.5.2.1 (включая папки с ресурсами).

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition/>

<ColumnDefinition/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition/>

<RowDefinition/>

<RowDefinition/>

</Grid.RowDefinitions>

<Label Content="Логин"/>

<TextBox Grid.Column="1"/>

<Label Content="Пароль" Grid.Row="1"/>

<TextBox Grid.Column="1" Grid.Row="1"/>

<StackPanel Grid.Column="1" Grid.Row="2" Orientation="Horizontal">

<Button Content="ОК"/>

<Button Content="Отмена"/>

</StackPanel>

<Image Grid.Row="2" HorizontalAlignment="Left" VerticalAlignment="Center" Width="100" Height="100" Source="Images/galaxy.jpg"/>

</Grid>

4.3.2 Настроить стили приложения для выполнения требований из п.5.2.2.

<Application.Resources>

<Style TargetType="Label">

<Setter Property="Foreground" Value="DarkBlue"/>

<Setter Property="FontFamily" Value="Comic Sans MS"/>

</Style>

<Style TargetType="TextBox">

<Setter Property="MaxLength" Value="10"/>

<Setter Property="FontSize" Value="20"/>

<Setter Property="FontFamily" Value="Comic Sans MS"/>

</Style>

<Style TargetType="Button">

<Setter Property="Height" Value="20"/>

<Setter Property="Width" Value="100"/>

<Setter Property="VerticalAlignment" Value="Top"/>

<Setter Property="Background" Value="Lavender"/>

<Setter Property="Margin" Value=" 0 5 5 5"/>

</Style>

</Application.Resources>

4.4 Наследование стиля

4.4.1 Создать WPF-приложение аналогично описанию из п.5.2.1 (включая папки с ресурсами).

<Grid>

<Grid.ColumnDefinitions>

<ColumnDefinition/>

<ColumnDefinition/>

</Grid.ColumnDefinitions>

<Grid.RowDefinitions>

<RowDefinition/>

<RowDefinition/>

<RowDefinition/>

</Grid.RowDefinitions>

<Label Content="Логин"/>

<TextBox Grid.Column="1"/>

<Label Content="Пароль" Grid.Row="1"/>

<TextBox Grid.Column="1" Grid.Row="1"/>

<StackPanel Grid.Column="1" Grid.Row="2" Orientation="Horizontal">

<Button Content="ОК"/>

<Button Style="{StaticResource CancleButton}" Content="Отмена"/>

<Button x:Name="ThemeChangeButton" Content="Поменять тему" Click="ThemeChangeButton\_Click"/>

</StackPanel>

<Image Grid.Row="2" HorizontalAlignment="Left" VerticalAlignment="Center" Width="100" Height="100" Source="Images/galaxy.jpg"/>

</Grid>

4.4.2 Настроить стили приложения для Control, чтобы у всех элементов управления был одинаковый шрифт (не из стандартных, можно выбрать из папки Fonts), размер текста, цвет текста, отступы. Имя стиля не указывать.

5.4.3 Создать стили остальных используемых в приложении элементов управления на основе стиля для Control.

5.4.4 Добавить наследование исходного стиля кнопок для кнопок Отмена (цвет кнопок должен быть красным). Указать имя стиля и задать его явное использование для кнопок Отмена в окнах авторизации и регистрации.

<Style TargetType="Control">

<Setter Property="Background" Value="DarkBlue"/>

<Setter Property="Foreground" Value="Lavender"/>

<Setter Property="FontSize" Value="14"/>

<Setter Property="Margin" Value=" 0 5 5 5"/>

<Setter Property="FontFamily" Value="./Fonts/#Roboto Thin"/>

</Style>

<Style TargetType="Label" BasedOn="{StaticResource {x:Type Control}}"/>

<Style TargetType="TextBox" BasedOn="{StaticResource {x:Type Control}}"/>

<Style TargetType="Button" BasedOn="{StaticResource {x:Type Control}}">

<Setter Property="Height" Value="20"/>

<Setter Property="Width" Value="100"/>

<Setter Property="VerticalAlignment" Value="Top"/>

<Setter Property="Background" Value="DarkBlue"/>

</Style>

<Style x:Key="CancleButton" TargetType="Button" BasedOn="{StaticResource {x:Type Button}}">

<Setter Property="Background" Value="Red"/>

</Style>

**Лабораторная работа №29**

**Разработка интерфейса пользователя: применение триггеров**

**1 Цель работы**

1.1 Изучить процесс применения триггеров в приложениях WPF.

1.2 Закрепить навык применения стилей в приложениях на WPF.

**2 Контрольные вопросы**

2.1 Что позволяют делать триггеры в приложениях WPF?

Триггеры в приложениях WPF позволяют динамически изменять внешний вид и поведение элемента управления без необходимости создавать новый.

2.2 Какие виды триггеров можно разработать в приложениях WPF?

Простой триггер (Trigger); Триггер данных (DataTrigger); Триггер события (EventTrigger); Множественный триггер (MultiTrigger).

2.3 Для чего используется и когда срабатывает триггер свойств?

Триггер свойств в WPF используется для изменения внешнего вида элемента управления в зависимости от состояния другого свойства.

2.4 Для чего используется и когда срабатывает триггер данных?

Триггер данных (DataTrigger) в WPF используется для изменения внешнего вида элемента интерфейса в зависимости от значения связанного свойства.

2.5 Для чего используется и когда срабатывает триггер событий?

Триггер событий (EventTrigger) в WPF используется для изменения внешнего вида или поведения элемента управления при возникновении конкретного события.

**3 Вывод**

3.1 Я изучил процесс применения триггеров в приложениях WPF и закрепил навык применения стилей в приложениях на WPF.

**Лабораторная работа №30**

**Изучение особенностей элементов выбора в приложениях WPF**

**1 Цель работы**

1.1 Изучить свойства и процесс обработки событий элементов выбора в приложениях WPF.

**2 Контрольные вопросы**

2.1 Что такое CheckBox и для чего он используется?

CheckBox в WPF — это элемент управления, который позволяет пользователю выбирать один или несколько вариантов из набора.

2.2 Что такое RadioButton и для чего он используется?

RadioButton — элемент управления, который позволяет пользователю выбрать одну опцию из группы взаимоисключающих вариантов.

2.3 Как проверить, что флажок или переключатель выбран?

Проверить, выбран ли флажок или переключатель, можно с помощью свойства IsChecked или события Checked.

2.4 Какое событие срабатывает при выборе флажка или переключателя?

Событие Checked срабатывает при выборе флажка.

2.5 Какое событие срабатывает при снятии выбора флажка или переключателя?

Событие Unchecked срабатывает при снятии флажка.

2.6 Какие значения могут принимать флажки и переключатели?

True; False; Null.

**3 Вывод**

3.1 Я изучил свойства и процесс обработки событий элементов выбора в приложениях WPF.

**Лабораторная работа №31**

**Разработка приложения с использованием текстовых компонентов**

**1 Цель работы**

1.1 Изучить различные типы полей ввода, применяющихся в приложениях WPF;

1.2 Изучить свойства полей ввода и процесс обработки событий полей ввода.

**2 Контрольные вопросы**

2.1 Как задать имя элементам управления в WPF?

Имя задаётся с помощью атрибута x:Name.

2.2 Как создать обработчик события в WPF?

Для создания обработчика событий в XAML нужно добавить атрибут события к элементу управления.

2.3 Для чего используется Slider в WPF?

Slider в WPF используется для выбора числового значения из диапазона путём перемещения указателя вдоль горизонтальной или вертикальной линии.

2.4 Для чего используется TextBox в WPF?

TextBox в WPF используется для ввода и редактирования текста.

2.5 Для чего используется TextBlock в WPF и чем он отличается от Label?

Label обычно используется для отображения статического текста, а TextBlock — для работы с динамическим контентом и многострочным текстом.

2.6 Для чего используется Calendar в WPF?

Элемент управления Calendar в WPF используется для выбора даты с помощью визуального отображения календаря.

2.7 Для чего используется DatePicker в WPF?

DatePicker в WPF используется для того, чтобы пользователь мог выбрать дату, введя её в текстовое поле или используя раскрывающийся список календаря.

2.8 Для чего используется PasswordBox в WPF?

PasswordBox в WPF используется для ввода парольной информации.

**3 Вывод**

3.1 Я смог изучить различные типы полей ввода, применяющихся в приложениях WPF и свойства полей ввода и процесс обработки событий полей ввода.

**4 Ход работы**

4.2 Работа с полями ввода дат

4.2.1 Добавить на экран профиля пользователя DatePicker для ввода даты рождения.

Настроить в разметке свойство DisplayDateStart (минимальную дату) на 01.01.1900.

Настроить программно свойство DisplayDateEnd (максимальную дату) на текущую дату.

<DatePicker x:Name="BirthDateDatePicker"

DisplayDateStart="01.01.1900"

SelectedDateChanged="BirthDateDatePicker\_SelectedDateChanged"/>

BirthDateDatePicker.DisplayDateEnd = DateTime.Now;

PasswordLengthTextBox.Text = $"Длина вашего пароля: {PasswordBox.Password.Length}";

4.2.2 При указании и изменении даты (событие SelectedDateChanged, свойство SelectedDate) выводить возраст в TextBlock. Для вычисления возраста: - найти разницу между текущим годом и годом рождения, - проверить, если дата рождения больше текущей даты, из которой вычли разницу между годами, вычесть из разницы ещё один год.

private void BirthDateDatePicker\_SelectedDateChanged(object sender, SelectionChangedEventArgs e)

{

int age = DateTime.Now.Year - BirthDateDatePicker.SelectedDate.Value.Year;

if (DateTime.Now.DayOfYear < BirthDateDatePicker.SelectedDate.Value.DayOfYear)

--age;

AgeTextBlock.Text = $"Полных лет: {age}";

}

4.3 Работа со слайдером

4.3.1 Добавить на экран профиля пользователя Slider для ввода стажа (от 0 до 50 лет, реализовать отображение делений с шагом 5).

<Slider x:Name="ExperienceSlider" TickFrequency="5"

Minimum="0"

Maximum="50"

4.3.2 При изменении значения в слайдере выводить информацию о стаже в TextBox с учётом правил русского языка: Стаж: N год/года/лет N - целое число, которое берется из значения слайдера.

private void ExperienceSlider\_ValueChanged(object sender, RoutedPropertyChangedEventArgs<double> e)

{

var experience = Math.Ceiling(ExperienceSlider.Value);

string yearTitle;

ExperienceTextBox.Text = $"Стаж: {experience} ";

}

**Лабораторная работа №32**

**Разработка приложения с использованием элементов отображения списков**

**1 Цель работы**

1.1 Изучить свойства и процесс обработки событий элементов отображения списков в приложениях WPF.

**2 Контрольные вопросы**

2.1 Что такое ComboBox и для чего он используется?

ComboBox — это элемент управления, который позволяет отображать несколько элементов в раскрывающемся списке и выбирать один из них за раз.

2.2 Что такое ListBox и для чего он используется?

ListBox — это элемент управления, который предоставляет список элементов для выбора пользователем.

2.3 Какое событие срабатывает при выборе элемента в селекторе?

SelectionChanged — событие, которое срабатывает при выборе элемента в селекторе.

2.4 В каком свойстве хранятся элементы селекторов?

SelectedItem, SelectedIndex, SelectedValue.

2.5 Какого типа элементы могут быть в селекторе?

Селектор может содержать коллекцию объектов любого типа.

2.6 Какое свойство позволяет привязать селектор к набору данных?

Свойство ItemsSource.

2.7 Для чего используется свойство DisplayMemberPath в селекторе?

Свойство DisplayMemberPath в селекторе в WPF используется для указания свойства объекта, значение которого будет отображаться в списке.

**3 Вывод**

3.1 Были изучены свойства и процесс обработки событий элементов отображения списков в приложениях WPF.

**4 Ход работы**

4.3 Настройка отображения элементов в виде карточек

4.3.1 Создать класс Product с автосвойствами Id, Name, Category, Price.

public class Product

{

public int Id { get; set; }

public string Name { get; set; }

public string Category { get; set; }

public double Price { get; set; }

}

4.3.2 Добавить в разметку приложения ListView. Добавить в приложение список List<Product> из пяти товаров и использовать его как ItemsSource в ListView.

<ListView x:Name="ProductsListView" ItemTemplate="{StaticResource VirtualizingStackPanel}"/>

List<Product> products = [

new Product

{

Id = 0,

Name = "Ока(Капсула смерти)",

Category = "Транспорт",

Price = 200\_000

},

new Product

{

Id = 1,

Name = "Стул из ИКЕИ",

Category = "Мебель",

Price = 1

},

new Product

{

Id = 2,

Name = "Револьвер",

Category = "Игрушки",

Price = 20

},

new Product

{

Id = 3,

Name = "Аккумулятор",

Category = "Электроника",

Price = 2000

},

new Product

{

Id = 0,

Name = "Нива",

Category = "Транспорт",

Price = 1000000

}

];

ProductsListView.ItemsSource = products;

4.3.3 Настроить у него отображение элементов в виде карточек, используя

ItemTemplate. Добавить в ресурсы приложения картинку, которая будет использоваться как заглушка для изображения всех товаров.

<DataTemplate x:Key="VirtualizingStackPanel">

<StackPanel Orientation="Horizontal">

<Image Source="/404.png" Width="30" Height="30"/>

<TextBlock Text="{Binding Name}" Width="100" VerticalAlignment="Center" Margin="10"/>

<StackPanel Width="100">

<TextBlock Text="{Binding Price}" />

<Button x:Name="BuyButton" Content="Купить" Click="BuyButton\_Click"/>

</StackPanel>

</StackPanel>

</DataTemplate>

4.4 Изменение содержимого списков

4.4.1 Добавить в разметку приложения ListBox для отображения названий товаров в корзине. Настроить у него DisplayMemberPath и разрешить выделение нескольких элементов с нажатием Shift/Control.

<ListBox x:Name="ConsumerBasketListBox" DisplayMemberPath="Name" SelectionMode="Multiple" Height="200"/>

5.4.2 При нажатии на кнопку «Купить» товар должен добавляться в корзину.

private void BuyButton\_Click(object sender, RoutedEventArgs e)

{

var product = (e.Source as Button).DataContext as Product;

ConsumerBasketListBox.Items.Add(product);

}

5.4.3 При нажатии на кнопку «Удалить» выделенные в корзине товары должны удаляться из нее (может потребоваться удаление элементов с конца списка).

private void DeleteProductButton\_Click(object sender, RoutedEventArgs e)

{

Product[] products = new Product[ConsumerBasketListBox.SelectedItems.Count];

ConsumerBasketListBox.SelectedItems.CopyTo(products, 0);

foreach (var item in products)

ConsumerBasketListBox.Items.Remove(item);

}

5.5 Смена стиля отображения элементов списка

5.5.1 Добавить в ресурсы окна шаблоны панели элементов ItemsPanelTemplate и применить шаблон для списка в разметке:

- WrapPanel (для отображения элементов в виде плитки)

- VirtualizingStackPanel (для отображения элементов в виде списка)

<DataTemplate x:Key="VirtualizingStackPanel">

<StackPanel Orientation="Horizontal">

<Image Source="/404.png" Width="30" Height="30"/>

<TextBlock Text="{Binding Name}" Width="100" VerticalAlignment="Center" Margin="10"/>

<StackPanel Width="100">

<TextBlock Text="{Binding Price}" />

<Button x:Name="BuyButton" Content="Купить" Click="BuyButton\_Click"/>

</StackPanel>

</StackPanel>

</DataTemplate>

<DataTemplate x:Key="WrapPanel">

<WrapPanel Orientation="Vertical">

<Image Source="/404.png" Width="30" Height="30" HorizontalAlignment="Center"/>

<TextBlock Text="{Binding Name}" Width="100" VerticalAlignment="Center" HorizontalAlignment="Left" Margin="30,5,0,5"/>

<StackPanel Orientation="Horizontal">

<TextBlock Text="{Binding Price}" HorizontalAlignment="Left" VerticalAlignment="Center" Width="100" />

<Button x:Name="BuyButton" Content="Купить" Click="BuyButton\_Click" HorizontalAlignment="Right"/>

</StackPanel>

</WrapPanel>

</DataTemplate>

5.5.2 Добавить в ресурсы окна шаблоны элементов списка DataTemplate согласно макету и применить шаблон для списка в разметке:
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<ListView x:Name="ProductsListView" ItemTemplate="{StaticResource VirtualizingStackPanel}"/>

**Лабораторная работа №33**

**Разработка приложения для отображения данных в табличном виде**

**1 Цель работы**

1.1 Изучить свойства и процесс настройки внешнего вида элемента DataGrid и ListView в приложениях WPF.

**2 Контрольные вопросы**

2.1 Что такое DataGrid и для чего он используется?

Это элемент управления WPF для отображения данных в табличном формате.

2.2 Какие типы столбцов поддерживаются в DataGrid?

Текстовые данные, булевы значения, выпадающие списки и ссылки.

2.3 Как добавить кнопку в строки DataGrid?

Для добавления кнопки в строки используется DataGridTemplateColumn с шаблоном содержимого.

2.4 Как указать источник данных для DataGrid?

Источник данных указывается через свойство ItemSource.

2.5 Как указать источник данных для выпадающего списка DataGrid?

Источник данных для выпадающего списка задаётся через свойство ItemsSource.

**3 Вывод**

3.1 Я изучил свойства и процесс настройки внешнего вида элемента DataGrid и ListView в приложении WPF.

**4 Ход работы**

5.5 Привязка выбранного элемента к выпадающему списку

5.5.1 В конструкторе окна из п.5.2 создать список категорий с тремя строковыми значениями (email / БД / сайт).

List<string> categories = ["email", "сайт", "БД"];

5.5.2 Добавить в DataGrid столбец типа DataGridComboBoxColumn, который связать с категорией и заполнить значениями из коллекции строк с категориями.

<DataGridComboBoxColumn x:Name="CategoryDGComboBoxColumn" TextBinding="{Binding Category}" Header="Категория"/>

**Лабораторная работа №34**

**Разработка приложения с меню и панелью инструментов**

**1 Цель работы**

1.1 Изучить свойства и процесс настройки внешнего вида меню и панели инструментов в приложениях WPF.

**2 Контрольные вопросы**

2.1 Что такое Menu и для чего он используется?

Menu - это элемент интерфейса пользователя, представляющий собой выпадающий список опций и команд. Используется для организации доступа к функциям программы через структурированное меню.

2.2 Что такое ContextMenu и для чего он используется?

ContextMenu - это всплывающее меню, которое появляется при правом клике мышью. Используется для быстрого доступа к операциям, связанным с текущим элементом или областью экрана.

2.3 Что такое ToolBar и для чего он используется?

ToolBar - это горизонтальная или вертикальная панель с кнопками и иконками.. Используется для быстрого доступа к наиболее часто используемым командам программы.

2.4 Что такое StatusBar и для чего он используется?

StatusBar - это информационная полоса в нижней части окна программы. Используется для отображения состояния приложения, прогресса выполнения операций и дополнительной информации о выбранных элементах.

**3 Вывод**

3.1 Я изучил свойства и процесс настройки внешнего вида меню и панели инструментов в приложении WPF.

**4 Ход работы**

4.2 Отображение строки состояния

<DockPanel>

<StatusBar x:Name="StatusBar" DockPanel.Dock="Bottom">

<StatusBarItem x:Name="TextLengthStatusBarItem" Content="Количество символов: 0"/>

<StatusBarItem x:Name="SizeStatusBarItem" HorizontalAlignment="Right">

<StackPanel Orientation="Horizontal">

<Button x:Name="ReduceSizeButton" Content="-" Click="ReduceSizeButton\_Click"/>

<TextBlock x:Name="SizeTextBlock" Text="{Binding StringFormat={}{0:F0}%, ElementName=SizeSlider, Path=Value}" Width="25"/>

<Slider x:Name="SizeSlider"

Minimum="1" Maximum="100" Width="100"

Value="50" Interval="10"/>

<Button x:Name="IncreaseSizeButton" Content="+" Click="IncreaseSizeButton\_Click"/>

</StackPanel>

</StatusBarItem>

<StatusBarItem

Content="{Binding Source={x:Static sys:DateTime.Today}}"

HorizontalAlignment="Right"/>

</StatusBar>

<Menu DockPanel.Dock="Top">

<MenuItem Header="Файл">

<MenuItem Header="Создать" InputGestureText="Ctrl+N">

<MenuItem.Icon>

<Image Source="/Images/plant.png"/>

</MenuItem.Icon>

</MenuItem>

<MenuItem Header="Открыть" InputGestureText="Ctrl+O">

<MenuItem.Icon>

<Image Source="/Images/zombie.png"/>

</MenuItem.Icon>

</MenuItem>

<MenuItem Header="Сохранить" InputGestureText="Ctrl+S" Command="Save">

<MenuItem.Icon>

<Image Source="/Images/zombie.png"/>

</MenuItem.Icon>

</MenuItem>

<Separator/>

<MenuItem Header="Печать" InputGestureText="Ctrl+P">

<MenuItem.Icon>

<Image Source="/Images/zombie.png"/>

</MenuItem.Icon>

</MenuItem>

<Separator/>

<MenuItem Header="Выход">

<MenuItem.Icon>

<Image Source="/Images/zombie.png"/>

</MenuItem.Icon>

</MenuItem>

</MenuItem>

<MenuItem Header="Формат">

<MenuItem Header="Перенос по словам" IsCheckable="True" IsChecked="True"/>

<MenuItem Header="Шрифт..."/>

</MenuItem>

<MenuItem Header="Вид">

<MenuItem Header="Масштаб">

<MenuItem Header="Увеличить" Click="IncreaseSizeButton\_Click"/>

<MenuItem Header="Уменьшить" Click="ReduceSizeButton\_Click"/>

<MenuItem Header="Восстановить масштаб по умолчанию"/>

</MenuItem>

<MenuItem

x:Name="StatusBarVisibilityMenuItem"

Header="Строка состояния"

IsCheckable="True"

IsChecked="True"

Checked="StatusBarVisibilityMenuItem\_Checked"

Unchecked="StatusBarVisibilityMenuItem\_Checked"/>

</MenuItem>

<MenuItem Header="Справка">

<MenuItem Header="Просмотреть справку"/>

<MenuItem Header="Отправить отзыв"/>

<Separator/>

<MenuItem Header="О программе"/>

</MenuItem>

</Menu>

<TextBox

x:Name="TextBox"

TextWrapping="Wrap"

AcceptsReturn="True"

VerticalScrollBarVisibility="Auto"

TextChanged="TextBox\_TextChanged"

FontSize="{Binding ElementName=SizeSlider, Path=Value}"/>

<DockPanel.ContextMenu>

<ContextMenu>

<MenuItem x:Name="Clear" Header="Очистить" Click=""/>

<Separator/>

<MenuItem Header="Открыть"/>

<MenuItem Header="Сохранить"/>

<Separator/>

<MenuItem Header="Выход"/>

</ContextMenu>

</DockPanel.ContextMenu>

</DockPanel>

public partial class MainWindow : Window

{

public MainWindow()

{

InitializeComponent();

CommandBindings.Add(new CommandBinding(

ApplicationCommands.Save,

SaveExecuted,

SaveCanExecuted));

}

private void SaveCanExecuted(object sender, CanExecuteRoutedEventArgs e)

{

e.CanExecute = TextBox.Text.Length > 0;

}

private async void SaveExecuted(object sender, ExecutedRoutedEventArgs e)

{

SaveFileDialog SaveFileDialog = new();

SaveFileDialog.Filter = "Текстовый формат(\*.txt)|\*.txt";

if (!SaveFileDialog.ShowDialog().Value)

return;

using (StreamWriter writer = new(SaveFileDialog.FileName))

{

await writer.WriteAsync(TextBox.Text);

}

}

private void TextBox\_TextChanged(object sender, TextChangedEventArgs e)

{

TextLengthStatusBarItem.Content = $"Количество символов: {TextBox.Text.Length}";

}

private void ReduceSizeButton\_Click(object sender, RoutedEventArgs e)

{

if (TextBox.FontSize > 10)

SizeSlider.Value -= 10;

}

private void IncreaseSizeButton\_Click(object sender, RoutedEventArgs e)

{

SizeSlider.Value += 10;

}

private void StatusBarVisibilityMenuItem\_Checked(object sender, RoutedEventArgs e)

{

StatusBar.Visibility = StatusBarVisibilityMenuItem.IsChecked ? Visibility.Visible : Visibility.Collapsed;

}

}

**Лабораторная работа №35**

**Создание проекта с использованием компонентов стандартных диалогов**

1. **Цель работы**
   1. Изучить процесс создания и применения стандартных диалоговых окон в приложениях WPF.

**2 Контрольные вопросы**

2.1 Что такое диалоговое окно?

Диалоговое окно - это специальное окно с определенной целью и пользовательским опытом, которое временно прерывает работу основного приложения для получения информации от пользователя или отображения важных сообщений.

2.2 Для чего используется OpenFileDialog?

OpenFileDialog используется для выбора файла для открытия из файловой системы Windows.

2.3 Для чего используется SaveFileDialog?

SaveFileDialog применяется для выбора имени и расположения файла при сохранении данных.

2.4 Что такое MessageBox и какие настройки можно ему задать?

MessageBox - это диалоговое окно для отображения информации или запроса действий пользователя. Можно настроить текст сообщения, заголовок окна, иконку и набор кнопок.

2.5 Для чего используется PrintDialog?

PrintDialog используется для выбора принтера и настройки параметров печати перед отправкой документа на печать.

**3 Вывод**

3.1 Я изучил процесс создания и применения стандартных диалоговых окон в приложениях WPF.

**Лабораторная работа №36**

**Разработка приложения с несколькими формами**

**1 Цель работы**

1.1 Изучить процесс создания и применения пользовательских окон в приложениях WPF.

**2 Контрольные вопросы**

2.1 Как сделать доступными данные пользовательского диалогового окна вызывающим его окнам?

Через свойство DialogResult окна или для модального режима через ShowDialog()

2.2 Какие значения может принимать переменная DialogResult?

True, false, null.

2.3 Как открыть окно в диалоговом режиме?

var dialog = new MyDialog();

dialog.ShowDialog();

2.4 Как открыть окно в недиалоговом режиме?

var window = new MyWindow();

window.Show();

2.5 В чем отличие между диалоговым и недиалоговым режимами работы?

В диалоговом режиме другие окна блокируются до закрытия диалога, а в недиалоговом режиме пользователь может взаимодействовать с другими окнами одновременно.

**3 Вывод**

3.1 Я изучил процесс создания и применения пользовательских окон в приложениях WPF.

**Лабораторная работа №37**

**Реализация фильтрации данных**

**1 Цель работы**

1.1 Научиться применять LINQ-запросы для фильтрации данных по одному критерию и набору критериев.

**2 Контрольные вопросы**

2.1 Для чего используется метод Where?

Метод Where используется для фильтрации данных в коллекциях.

2.2 Какие логические операторы могут применяться при составлении условий?

Логические И, ИЛИ, НЕ.

2.3 Как проверить, что строка начинается с определенного текста?

Для проверки начала строки надо использовать метод StartsWith()

2.4 Как проверить, что строка содержит определенный текст?

Для проверки содержания подстроки надо использовать метод Contains()

2.5 Как составить LINQ-запрос для фильтрации по нескольким критериям, указываемым пользователем?

Для фильтрации по нескольким критериям в LINQ используются логические операторы (&& для И, || для ИЛИ) между условиями внутри метода Where. Каждое условие описывает отдельный критерий фильтрации, а операторы объединяют их в единую логику выборки данных

**3 Вывод**

3.1 Я научился применять LINQ-запросы для фильтрации данных по одному критерию и набору критериев.

**Лабораторная работа №38**

**Реализация постраничного вывода информации**

**1 Цель работы**

1.1 Научиться применять LINQ-запросы для постраничного вывода данных.

**2 Контрольные вопросы**

2.1 Почему может потребоваться выводить данные постранично?

Вывод данных постранично необходим для оптимизации интернет трафика и для удобного доступа к информации.

2.2 Что такое «пагинация»?

Разбиения данных на страницы для последовательного отображения.

2.3 Для чего используется метод Take?

Метод Take используется для получения указанного количества элементов с начала последовательности данных.

2.4 Для чего используется метод Skip?

Метод Skip используется для пропуска определенного количества элементов в начале последовательности данных.

2.5 Для чего используется метод TakeWhile?

Метод TakeWhile берет элементы из последовательности до тех пор, пока выполняется заданное условие.

2.6 Для чего используется метод SkipWhile?

Метод SkipWhile пропускает элементы из последовательности до тех пор, пока выполняется заданное условие.

2.7 Каким должен быть набор данных, чтобы можно было использовать Take и Skip?

Для использования методов Take и Skip достаточно иметь любой объект типа IEnumerable<T>.

**3 Вывод**

3.1 Я научился применять LINQ-запросы для постраничного ввода данных.

**Лабораторная работа №39**

**Реализация группировки и соединения данных**

**1 Цель работы**

1.1 Научиться применять LINQ-запросы для группировки и соединения данных.

**2 Контрольные вопросы**

2.1 Какие агрегатные функции поддерживаются в LINQ?

Sum, Aggregate, Average, Max, Min, Count.

2.2 Что возвращает метод Distinct?

Уникальные элементы, удаляя дубликаты.

2.3 Для чего используется метод GroupBy?

GroupBy группирует элементы последовательности по определённому свойству, создавая коллекции элементов с одинаковыми значениями ключа.

2.4 Для чего используется метод Join?

Join объединяет две последовательности на основе общего свойства, создавая новые объекты, содержащие данные из обеих последовательностей.

2.5 Для чего используется метод GroupJoin?

GroupJoin объединяет две последовательности на основе общего свойства, но в отличие от Join, возвращает группу соответствующих элементов из второй последовательности для каждого элемента первой последовательности.

2.6 В чем отличие результатов, полученных при вызове LINQ-методов Concat, Union, Except, Intersect?

- Concat - объединяет все элементы

- Union - объединяет, удаляя дубликаты

- Except - элементы только первой последовательности

- Intersect - элементы, общие для обеих последовательностей

**3 Вывод**

3.1 Я научился применять LINQ-запросы для группировки и соединения данных.

**Лабораторная работа №40**

**Разработка приложения для работы с графикой**

**1 Цель работы**

1.1 Изучить процесс рисования и трансформации объектов в приложениях WPF.

**2 Контрольные вопросы**

2.1 Какие графические примитивы доступны в приложениях WPF?

Ellipse, Shape, Rectangle, Polygon, Polyline, Line

2.2 Для чего используется Path?

Path используется для создания сложных форм путем комбинирования различных геометрических элементов и кривых.

2.3 Какие виды трансформаций объектов доступны в приложениях WPF?

TranslateTransform, RotateTransform, ScaleTransform, SkewTransform, MatrixTransform.

2.4 Как указать заливку и контур графических объектов в WPF?

Заливка через Fill и Brush, а контур через Stroke.

**3 Вывод**

3.1 Был изучен процесс рисования и трансформации объектов в приложениях WPF.

**Лабораторная работа №41**

**Разработка приложения с анимацией**

**1 Цель работы**

1.1 Изучить процесс анимации объектов в приложениях WPF.

**2 Контрольные вопросы**

2.1 Как задать анимацию размеров в приложениях WPF?

Через DoubleAnimation для свойств Width и Height элемента.

2.2 Как задать анимацию цвета в приложениях WPF?

ColorAnimation для свойств Fill или Background.

2.3 Чем отличается покадровая анимация от плавной анимации в WPF?

Плавная анимация использует DoubleAnimation для непрерывного изменения значений, покадровая анимация использует ObjectAnimationUsingKeyFrames для изменения значений в определенные моменты времени.

2.4 Какие свойства позволяют управлять анимацией в WPF и для чего предназначено каждое свойство?

From: начальное значение, с которого будет начинается анимация;

To: конечное значение;

Duration: время анимации в виде объекта TimeSpan;

By: значение, которое указывает, насколько должно увеличиться анимируемое свойство. Свойство By используется вместо свойства To;

RepeatBehavior: позволяет установить, как анимация будет повторяться;

AccelerationRatio: задает ускорение анимации;

DecelerationRatio: устанавливает замедление анимации;

SpeedRatio: устанавливает скорость анимации. По умолчанию значение 1.0;

AutoReverse: при значении true анимация выполняется в противоположную сторону;

FillBehavior: определеяет поведение после окночания анимации. Если оно имеет значение Stop, то после окончания анимации объект возвращает прежние значения: buttonAnimation.FillBehavior = FillBehavior.Stop. Если же оно имеет значение HoldEnd, то анимация присваивает анимируемому свойству новое значение.

**3 Вывод**

3.1 Я изучил процесс анимации объектов в приложениях WPF.

**Лабораторная работа №42**

**Разработка мультимедиа-приложения**

**1 Цель работы**

1.1 Изучить процесс создания мультимедиа-приложений на WPF.

**2 Контрольные вопросы**

2.1 Что такое «мультимедиа»?

Мультимедиа - это совокупность различных типов медиаконтента (аудио, видео, изображения) и технологий их обработки.

2.2 Какие элементы позволяют отображать изображения в приложениях WPF?

Image и InkCanvas

2.3 Какие элементы позволяют воспроизводить аудио в приложениях WPF?

MediaElement и MediaPlayer

2.4 Какие элементы позволяют воспроизводить видео в приложениях WPF?

MediaElement.

**3 Вывод**

3.1 Был изучен процесс создания мультимедиа-приложений на WPF.

**4 Ход работы**

4.4 Разработка медиапроигрывателя

Создать приложение WPF, в котором пользователь выбирает аудио/видеофайл для воспроизведения. В приложении должны быть кнопки для пуска, паузы, остановки и метки для отображения общего и текущего времени в следующем виде: чч:мм:сс / чч:мм:сс

<DockPanel>

<Menu DockPanel.Dock="Top">

<MenuItem x:Name="LoadFileMenuItem" Header="Загрузить файл" Click="LoadFileMenuItem\_Click"/>

</Menu>

<StackPanel Orientation="Horizontal" DockPanel.Dock="Bottom">

<Button x:Name="PauseButton" Content="Пауза" Click="PauseButton\_Click"/>

<Button x:Name="PlayButton" Content="Пуск" Click="PlayButton\_Click"/>

<Button x:Name="StopButton" Content="Остановка" Click="StopButton\_Click"/>

<Label x:Name="CurrentTimelineLabel" Content="00:00:00 /00:00:00"/>

</StackPanel>

<MediaElement x:Name="MediaElement" LoadedBehavior="Manual" UnloadedBehavior="Manual"/>

</DockPanel>

public partial class MainWindow : Window

{

private DispatcherTimer \_timer = new();

public MainWindow()

{

InitializeComponent();

\_timer.Interval = TimeSpan.FromSeconds(1);

\_timer.Tick += Timer\_Tick;

}

private void Timer\_Tick(object? sender, EventArgs e)

{

CurrentTimelineLabel.Content = String.Format("{0} / {1}", MediaElement.Position.ToString(@"hh\:mm\:ss"), MediaElement.NaturalDuration.TimeSpan.ToString(@"hh\:mm\:ss"));

}

private void LoadFileMenuItem\_Click(object sender, RoutedEventArgs e)

{

OpenFileDialog dialog = new();

if (dialog.ShowDialog() == true)

{

MediaElement.Source = new Uri(dialog.FileName);

}

}

private void PauseButton\_Click(object sender, RoutedEventArgs e)

{

MediaElement.Pause();

\_timer.Stop();

}

private void PlayButton\_Click(object sender, RoutedEventArgs e)

{

MediaElement.Play();

\_timer.Start();

}

private void StopButton\_Click(object sender, RoutedEventArgs e)

{

MediaElement.Stop();

\_timer.Stop();

}

}

**Лабораторная работа №43**

**Разработка игрового приложения**

**1 Цель работы**

1.1 Изучить процесс разработки игровых приложений WPF, использующих графику, обработчики событий и таймеры.

**2 Контрольные вопросы**

2.1 Как подключить таймер к приложению на WPF?

Таймер можно подключить через класс DispatcherTimer.

2.2 Как создать обработчик события для таймера в приложении WPF?

Обработчик создается через событие Tick, которое вызывается при каждом тике таймера.

2.3 Как изменить интервал таймера в приложении WPF?

Через свойство Interval класса DispatcherTimer.

**3 Вывод**

3.1 Я изучил процесс разработки игровых приложений WPF, использующих графику, обработчики событий и таймеры.

**Лабораторная работа №44**

**Создание БД**

**1 Цель работы**

1.1 Изучить процесс создания таблиц и связей между ними в реляционной СУБД.

**2 Контрольные вопросы**

2.1 Что такое «система управления базами данных»?

СУБД - это комплекс программных и языковых средств, который отвечает за хранение и управление информацией в базах данных.

2.2 Что такое «база данных»?

База данных - это организованная коллекция данных, хранящаяся на носителе информации.

2.3 Какие СУБД являются реляционными (привести примеры ПО)?

Реляционные СУБД: PostgreSQL, Microsoft SQL Server, SQLite, MySQL

**3 Вывод**

3.1 Был изучен процесс создания таблиц и связей между ними в реляционной СУБД.

**Лабораторная работа №45**

**Создание приложения с БД для чтения данных**

**1 Цель работы**

1.1 Научиться создавать приложения для чтения данных из БД.

**2 Контрольные вопросы**

2.1 Каково назначение элемента SqlConnection?

SqlConnection - это класс для создания соединения с базой данных MS SQL Server.

2.2 Как считать из БД одно значение?

Одно значение можно считать через команду ExecuteScalar().

2.3 Каково назначение элемента SqlDataReader?

SqlDataReader - это класс для чтения данных из базы данных построчно.

2.4 Какие пространства имен требуется подключить для реализации подключения к СУБД MS SQL Server?

System.Data.SqlClient.

**3 Вывод**

3.1 Я научился создавать приложения для чтения данных из БД.

**Лабораторная работа №46**

**Создание приложения с БД для записи данных**

**1 Цель работы**

1.1 Научиться создавать приложения для чтения данных из БД.

**2 Контрольные вопросы**

2.1 Как изменить данные в БД, используя SqlCommand?

В SqlCommand нужно написать SQL-команду, которую надо исполнить, и надо передать подключение к БД, а после вызвать один из Execute-методов.

2.2 Как передать параметры в SqlCommand?

Можно использовать SqlParameter или писать передавать их в SQL-команде.

2.3 Для чего используются параметры в в SqlCommand?

Параметры защищают от SQL-инъекций.

2.4 Как изменить данные в БД, используя SqlDataAdapter?

Через методы Fill для передачи таблицы, и методы Update.

2.5 Для чего применяется компонент SqlCommandBuilder?

SqlCommandBuilder применяется для автоматической генерации SQL-инструкций INSERT, UPDATE и DELETE на основе запроса SELECT для одной таблицы базы данных.

2.6 Как связать SqlCommandBuilder и SqlDataAdapter?

Нужно передать экземпляр SqlDataAdapter в конструктор класса SqlCommandBuilder.

**3 Вывод**

3.1 Я научился создавать приложения для чтения данных из БД..

**Лабораторная работа №47**

**Создание запросов к БД**

**1 Цель работы**

* 1. Научиться выполнять запросы к БД из клиентского приложения.
  2. Научиться передавать параметры в запросы.

**2 Контрольные вопросы**

2.1 Для чего используются классы репозитория при работе с БД?

Репозитории абстрагируют доступ к данным и инкапсулируют логику работы с БД.

2.2 Для чего используются классы сервиса при работе с БД?

Сервисы содержат бизнес-логику приложения и координируют работу с репозиториями.

2.3 Для чего используются ORM при работе с БД?

ORM - технология программирования, которая связывает базы данных с концепциями объектно-ориентированных языков программирования, создавая «виртуальную объектную базу данных».

2.4 Какие свойства можно указать у параметра?

Обязательно ли передавать параметр, размер параметра, его тип.

**3 Вывод**

3.1 Я смог научиться выполнять запросы к БД из клиентского приложения.

3.2 Я смог научиться передавать параметры в запросы.

**Лабораторная работа №48**

**Создание сервисов**

**1 Цель работы**

* 1. Научиться выполнять запросы к БД из клиентского приложения.
  2. Научиться передавать параметры в запросы.

**2 Контрольные вопросы**

2.1 Для чего используются классы репозитория при работе с БД?

Репозитории абстрагируют доступ к данным и инкапсулируют логику работы с БД.

2.2 Для чего используются классы сервиса при работе с БД?

Сервисы содержат бизнес-логику приложения и координируют работу с репозиториями.

2.3 Для чего используются ORM при работе с БД?

ORM - технология программирования, которая связывает базы данных с концепциями объектно-ориентированных языков программирования, создавая «виртуальную объектную базу данных».

2.4 Какие свойства можно указать у параметра?

Обязательно ли передавать параметр, размер параметра, его тип.

**3 Вывод**

3.1 Я научился выполнять запросы к БД из клиентского приложения.

3.2 Я научился передавать параметры в запросы.

**Практическая работа №1**

**Разработка приложения с использованием элементов отображения списков**

**1 Цель работы**

1.1 Научиться применять классы для работы с файлами в приложениях на C#.

**2 Контрольные вопросы**

2.1 В чем отличие между классами Directory и DirectoryInfo?

Directory — статический класс, который предоставляет статические методы для работы с каталогами.

DirectoryInfo — класс, который предоставляет методы для работы с каталогами.

2.2 В чем отличие между классами File и FileInfo?

File — статический класс, который предоставляет методы для выполнения операций с файлами.

FileInfo — класс, который сохраняет состояние файла.

2.3 Как получить список файлов и папок определенного каталога?

GetFiles — возвращает список файлов в каталоге;

2.4 Какие свойства класса FileInfo позволяют получить информацию о файле?

Directory, Extension, Name, Exists.

**3 Вывод**

3.1 Я научился применять классы для работы с файлами в приложениях на C#.

**4 Ход работы**

4.1 Чтение текста из файла (File.ReadAllText)

Разработать приложение, запрашивающее у пользователя имя файла.

Если файл с указанным именем не существует, сообщить об этом пользователю.

Если файл с указанным именем существует, вывести его содержимое на экран.

Console.Write("Введите имя файла: ");

string path = Console.ReadLine();

if (!File.Exists(path))

Console.WriteLine("Файла с данным именем нет.");

else

Console.WriteLine(File.ReadAllText(path));

4.2 Запись текста в файл (File.AppendAllText)

Разработать приложение, запрашивающее у пользователя имя файла.

Если файл не существует, сообщить, что файл с указанным названием будет создан.

Если файл существует, сообщить, что файл открыт на дозапись.

После вывода любого из сообщений реализовать дозапись в конец файла введенных

с консоли строк, пока пользователь не ввел строку end. end в файл не записывать.

using System.Text;

Console.Write("Введите имя файла: ");

string path = Console.ReadLine();

if (File.Exists(path))

Console.WriteLine("Файл с данным именем существет и он будет открыт на дозапись.");

else

Console.WriteLine("Файла с данным именем не существует и поэтому он будет создан.");

Console.WriteLine("Вводите содержание файла:");

StringBuilder builder = new();

string line;

while(true)

{

line = Console.ReadLine();

if (line == "end")

break;

builder.AppendLine(line);

}

File.AppendAllText(path, builder.ToString());

4.3 Построчное чтение файла (File.ReadAllLines) Разработать приложение, в котором пользователь указывает текст для поиска и имя текстового файла. Если файл существует, выполнить построчное чтение выбранного файла и вывести те строки файла, в которых содержится указанный пользователем текст, с указанием их номеров в файле.

Console.Write("Введите имя файла: ");

var fileName = Console.ReadLine();

if (!File.Exists(fileName))

{

Console.WriteLine("Файла с данным именем нет.");

return;

}

Console.Write("Введите искомый текст: ");

var searchText = Console.ReadLine();

var text = File.ReadAllLines(fileName);

for (int i = 0; i < text.Length; i++)

if (text[i].Contains(searchText, StringComparison.OrdinalIgnoreCase))

Console.WriteLine($"{i + 1}: {text[i]}");

4.4 Поиск и вывод списка файлов на экран (GetFiles) Разработать приложение, запрашивающее у пользователя имя папки и часть имени файла. Вывести на экран список полных имен и размеров файлов из указанной папки и ее подпапок, в которых имя файла содержит указанный пользователем текст.

Console.Write("Введите путь до папки: ");

var path = Console.ReadLine();

if (!Directory.Exists(path))

{

Console.WriteLine("Данной папки не существует.");

return;

}

Console.Write("Введите текст: ");

var searchFileName = Console.ReadLine() ?? string.Empty;

var fileNames = Directory.GetFiles(path, "\*", SearchOption.AllDirectories);

foreach (var fileName in fileNames)

if (fileName.Contains(searchFileName, StringComparison.OrdinalIgnoreCase))

{

FileInfo fileInfo = new(fileName);

Console.WriteLine($"Полное имя файла: {fileInfo.FullName} | Размер файла: {fileInfo.Length} Б");

}

4.5 Сортировкафайлов по папкам (CreateDirectory/Create и Move/MoveTo) Разработать приложение, запрашивающее у пользователя имя папки (например, использовать скопированную папку с заданиями по МДК.01.01). Переместить файлы из исходной папки в подпапку год\месяц\день в зависимости от даты изменения файла. Например: для файла ЛР №1.pdf с датой изменения 20.01.2023 новое расположение будет: папка\2023\01\20\ЛР №1.pdf. Перед перемещением проверить, что папка существует. Если не существует – программно создать ее.

Console.Write("Введите путь до папки: ");

var path = Console.ReadLine();

if (!Directory.Exists(path))

{

Console.WriteLine("Данной папки не существует.");

return;

}

var files = Directory.GetFiles(path);

foreach (var file in files)

{

FileInfo fileInfo = new(file);

Directory.CreateDirectory($@"{path}\{fileInfo.CreationTime.ToString().Replace(":", "\_")}");

fileInfo.MoveTo($@"{path}\{fileInfo.LastAccessTime.ToString().Replace(":", "\_")}\{fileInfo.Name}", true);

}

**Практическая работа №2**

**Работа с табличными файлами**

**1 Цель работы**

1.1 Научиться выполнять создание и редактирование табличных документов на C#.

**2 Контрольные вопросы**

2.1 Какое пространство имен требуется подключить для работы с Excel?

Microsoft.Office.Interop.Excel

2.2 Как создать объект типа «приложение Excel» в программе на C#?

Чтобы создать объект типа «приложение Excel» в программе на C#, нужно использовать класс Excel.Application из библиотеки Microsoft.Office.Interop.Excel.

2.3 Что такое Workbooks?

* Workbooks — это коллекция объектов Workbook, которая представляет открытые рабочие книги в приложении Excel.

2.4 Что такое Worksheets?

Worksheets — это коллекция объектов, представляющих рабочие листы в файле Excel.

2.5 Что такое Range?

Range — это оператор, который возвращает поддиапазон последовательности.

2.6 Что такое Cells?

Cells— это коллекция ячеек из объекта DataGridRowCollection в компоненте DataGridView.

2.7 Как получить доступ к значению ячейки и диапазона?

В C# получить доступ к значению ячейки и диапазону в Excel можно с помощью объектов Cell и Range

**3 Вывод**

3.1 Я научился выполнять создание и редактирование табличных документов на C#.

**4 Ход работы**

4.1 Работа с файлами формата csv

CSV (от англ. Comma-Separated Values — значения, разделённые запятыми) — текстовый формат, предназначенный для представления табличных данных. Строка таблицы соответствует строке текста, которая содержит один или несколько

столбцов, разделенных определенным символом (запятой, точкой с запятой, табуляцией, пробелом и т.д.).Файлы формата csv могут открываться в табличных редакторах (MS Excel, LibreOffice Calc и т.д.).

Разработать оконное приложение для регистрации пользователя, в котором пользователь указывает в полях ввода логин и пароль.

После нажатия кнопки «Зарегистрироваться», если введенный логин имеется в файле logins.csv, то запрашивать у пользователя повторный ввод логина.

После указания логина, не существующего в файле logins.csv, дописать введенные логин, пароль и дату регистрации (текущую) в конец файла и сообщить пользователю, что он зарегистрирован.

Данные в файле должны храниться в виде: логин;пароль;дата регистрации

Для чтения логина нужно построчно считывать данные и разделять их с помощью

Split с разделителем «;». Логин – в нулевой ячейке полученного массива.

public partial class Registration : Form

{

private const string LoginFileName = "logins.csv";

public Registration()

{

InitializeComponent();

}

private void RegisterUserButton\_Click(object sender, EventArgs e)

{

RegisterUser();

}

private void RegisterUser()

{

var errors = CheckTextBoxs();

if (errors != string.Empty)

{

MessageBox.Show(errors, "Ошибка", MessageBoxButtons.OK, MessageBoxIcon.Error);

return;

}

if (File.Exists(LoginFileName))

{

try

{

CheckLogin();

}

catch (Exception ex)

{

MessageBox.Show("Пользователь с таким логином уже существет.",

"Отказ регистрации",

MessageBoxButtons.OK,

MessageBoxIcon.Error);

LoginTextBox.Text = string.Empty;

PasswordTextBox.Text = string.Empty;

return;

}

}

WriteUser();

MessageBox.Show("Поздравляем вы зарегестрировали нового пользователя.",

"Ура", MessageBoxButtons.OK, MessageBoxIcon.Information);

LoginTextBox.Text = string.Empty;

PasswordTextBox.Text = string.Empty;

}

private string CheckTextBoxs()

{

StringBuilder builder = new();

if (string.IsNullOrWhiteSpace(LoginTextBox.Text))

builder.AppendLine("Поле 'Логин' не должно быть пустым или состоять из пробелов.");

if (string.IsNullOrWhiteSpace(PasswordTextBox.Text))

builder.AppendLine("Поле 'Пароль' не должно быть пустым или состоять из пробелов.");

return builder.ToString();

}

private void WriteUser()

{

using (StreamWriter writer = new(LoginFileName, true))

{

writer.WriteLine($"{LoginTextBox.Text};{PasswordTextBox.Text};{DateTime.Now}");

}

}

private void CheckLogin()

{

using (StreamReader reader = new(LoginFileName))

{

string line;

while ((line = reader.ReadLine()) != null)

if (line.Split(";")[0] == LoginTextBox.Text)

throw new Exception("Пользователь с данным именем существет.");

}

}

}

4.2 Создание документа Excel на основе шаблона Создать приложение, в котором должна создаваться книга Excel на основе существующей книги из двух листов с настроенным форматированием (текст заголовков, цвет ячеек, границы). Первый лист – с подписью «Файлы», второй лист – с подписью «Подпапки». На первом листе должны отображаться 3 столбца с заголовками: - номер файла - имя файла - размер файла На втором листе должны отображаться 2 столбца с заголовками: - номер подпапки - имя подпапки В книгу нужно записать информацию о файлах и подпапках указанного пользователем каталога (способ указания выбрать самостоятельно).

using Excel = Microsoft.Office.Interop.Excel;

Console.Write("Напишите путь до папки: ");

string path = Console.ReadLine();

if (!Directory.Exists(path))

{

Console.WriteLine("Данной папки не существует.");

return;

}

DirectoryInfo directory = new(path);

var files = directory.GetFiles();

const string Template = "template.xlsx";

const string FolderContents = "Folder contents.xlsx";

var excelApp = new Excel.Application();

var workbook = excelApp.Workbooks.Add(Template);

var workSheet = (Excel.Worksheet)workbook.Worksheets[1];

for (int i = 2; i <= files.Length; i++)

{

var file = files[i - 2];

workSheet.Cells[i, 1] = i - 1;

workSheet.Cells[i, 2] = file.Name;

workSheet.Cells[i, 3] = file.Length;

}

var dirictories = directory.GetDirectories();

workSheet = (Excel.Worksheet)workbook.Worksheets[2];

for (int i = 2; i <= dirictories.Length; i++)

{

directory = dirictories[i - 2];

workSheet.Cells[i, 1] = i - 1;

workSheet.Cells[i, 2] = directory.Name;

}

workbook.SaveAs(FolderContents);

excelApp.Quit();

4.3 Программное создание документа Excel Создать оконное приложение, в котором при нажатии на кнопку «Таблица умножения» должна создаваться книга Excel (строки и столбцы нумеруются от 2 до 9, в ячейках на пересечении – результат умножения). Лист должен быть с подписью «Умножение».

4.4 Программное форматирование документа Excel (текст и объединение ячеек) Выполнить программное форматирование таблицы умножения (в п.3.3): Таблица должна отображаться с ячейки D10. Над таблицей должен быть заголовок (Объединенные ячейки над всей таблицей) с текстом «Таблица умножения», написанным полужирным и курсивом. Размер текста ячеек – 15, заголовка – 20. Выравнивание заголовка – по центру.

public partial class Multiplication : Form

{

public Multiplication()

{

InitializeComponent();

}

private void GenerateMultiplicationTableButton\_Click(object sender, EventArgs e)

{

GenerateMultiplicationTable();

}

private static void GenerateMultiplicationTable()

{

var application = new Excel.Application();

var workbook = application.Workbooks.Add();

workbook.Worksheets.Add();

var workSheet = (Excel.Worksheet)workbook.Worksheets[0];

workSheet.Name = "Умножение";

for (int i = 2; i < 10; i++)

workSheet.Cells[1, i] = i;

for (int i = 2; i < 10; i++)

workSheet.Cells[i, 1] = i;

for (int i = 2; i < 10; i++)

for (int j = 2; j < 10; j++)

workSheet.Cells[i, j] = i \* j;

var renge = workSheet.Range[workSheet.Cells[2, 2], workSheet.Cells[9, 9]].Cut();

workbook.SaveAs("Таблица умножения.xlsx");

application.Quit();

}

}

**Практическая работа №3**

**Работа с текстовыми файлами**

**1 Цель работы**

1.1 Научиться выполнять создание и редактирование текстовых документов на C#

**2 Контрольные вопросы**

2.1 Какое пространство имен требуется подключить для работы с Word?

Microsoft.Office.Interop.Word

2.2 Как создать объект типа «приложение Word» в программе на C#?

Чтобы создать объект типа «приложение Word» в программе на C#, нужно использовать класс Word.Application из библиотеки Microsoft.Office.Interop.Word.

2.3 Что такое Documents?

* Documents — это набор объектов, который представляет все открытые документы приложения Word.

2.4 Что такое Range?

Range — это оператор, который возвращает поддиапазон последовательности.

2.5 Что такое Selection?

Selection — объект, который представляет текущий выделенный фрагмент текста в документе.

2.6 Что такое Paragraphes?

Paragraphs— абзац текста в документе Word.

2.7 Что такое Tables?

Tables — коллекция объектов, представляющих таблицы в выделенном фрагменте, диапазоне или документе.e

**3 Вывод**

3.1 Я научился выполнять создание и редактирование текстовых документов на C#.

**4 Ход работы**

4.1 Программное создание документа Word по шаблону 3.1.1 Создать оконное приложение с многострочным полем ввода и полем ввода количества заданий, в котором при нажатии на кнопку «Создать документ по шаблону» должен создаваться документ Word на основе файла Шаблон.docx: - с текстом, полученным из поля ввода, - с датой и временем печати в конце документа, - с количеством пустых нумерованных строк в таблице, равным указанному пользователем количеству заданий. Таблица состоит из n+1 строк и 2 столбцов (n = количество заданий, указанное пользователем). При реализации использовать поиск и замену строк с датой и временем и текстом из поля ввода. Документ Word должен отображаться при создании. Образец таблицы (при n=3):

![](data:image/png;base64,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)

3.2 Сохранение документа После создания документа реализовать его сохранение в формате docx или pdf (указывается пользователем). Для указания имени сохраняемого файла можно использовать SaveFileDialog с настроенным фильтром на форматы файлов.

internal class DocumentCreator

{

public static void CreateDocument(string replaceText, int taskCount)

{

var wordApp = new Word.Application();

wordApp.Visible = true;

var document = wordApp.Documents.Add(Environment.CurrentDirectory + "\\Шаблон.docx");

document.Content.Find.Execute(FindText: "ТекстИзПоляВвода", ReplaceWith: replaceText,

Replace: Word.WdReplace.wdReplaceOne);

var table = document.Tables[1];

if (taskCount > 0)

{

table.Cell(2, 1).Range.Text = 1.ToString();

for (int i = 3; i <= taskCount + 1; i++)

{

table.Rows.Add();

table.Cell(i, 1).Range.Text = (i - 1).ToString();

}

}

else

{

table.Rows[2].Delete();

}

document.Content.Find.Execute(FindText: "дд.мм.гггг чч:мм", ReplaceWith: DateTime.Now,

Replace: Word.WdReplace.wdReplaceOne);

SaveFileDialog saveFileDialog = new();

saveFileDialog.Filter = "docx|\*.docx|pdf|\*.pdf";

if (saveFileDialog.ShowDialog() == DialogResult.OK)

{

if (saveFileDialog.FilterIndex == 1)

{

document.SaveAs2(saveFileDialog.FileName);

}

else

{

document.SaveAs2(saveFileDialog.FileName, Word.WdSaveFormat.wdFormatPDF);

}

}

wordApp.Quit(Word.WdSaveOptions.wdDoNotSaveChanges);

}

public partial class TemplateFillForm : Form

{

public TemplateFillForm()

{

InitializeComponent();

}

private void CreateDocumentButton\_Click(object sender, EventArgs e)

{

DocumentCreator.CreateDocument(DiscriptionTextBox.Text, int.Parse(TaskCountTextBox.Text));

}

}}

3.3 Программное создание документа Word

3.3.1 Создать оконное приложение с многострочным полем ввода, в котором при нажатии на кнопку «Создать новый документ» должен создаваться документ Word с текстом, полученным из поля ввода.

Документ Word должен отображаться при создании.

3.3.2 Выполнить программное форматирование документа:

- шрифт документа: Times New Roman

- текст выравнивается по ширине,

- размер текста: 14.

internal class DocumentCreator

{

public static void CreateDocument(string text)

{

var wordApp = new Word.Application();

wordApp.Visible = true;

var document = wordApp.Documents.Add();

var paragraph = document.Paragraphs[1];

paragraph.Format.Alignment = Word.WdParagraphAlignment.wdAlignParagraphDistribute;

paragraph.Range.Font.Size = 14;

paragraph.Range.Font.Name = "Times New Roman";

paragraph.Range.Text = text;

SaveFileDialog saveFileDialog = new();

saveFileDialog.Filter = "docx|\*.docx|pdf|\*.pdf";

if (saveFileDialog.ShowDialog() == DialogResult.OK)

{

if (saveFileDialog.FilterIndex == 1)

{

document.SaveAs2(saveFileDialog.FileName);

}

else

{

document.SaveAs2(saveFileDialog.FileName, Word.WdSaveFormat.wdFormatPDF);

}

}

wordApp.Quit(Word.WdSaveOptions.wdDoNotSaveChanges);

}

}

public partial class DocumentCreatorForm : Form

{

public DocumentCreatorForm()

{

InitializeComponent();

}

private void CreateDocumentButton\_Click(object sender, EventArgs e)

{

DocumentCreator.CreateDocument(DescriptionTextBox.Text);

}

}

**Практическая работа №4**

**Привязка данных**

**1 Цель работы**

1.1 Научиться выполнять привязку данных в приложении WPF.

**2 Контрольные вопросы**

2.1 Что такое «привязка данных»?

Привязка данных — это механизм, который позволяет связывать данные между элементами пользовательского интерфейса.

2.2 Каков шаблон настройки привязки данных?

Шаблон настройки привязки данных в C# для элементов включает использование класса System.Windows.Data.Binding и указание свойств элемента-источника и элемента-приемника.

2.3 Какой интерфейс надо реализовать для создания конвертера значений?

* Для создания конвертера значений в C# можно реализовать интерфейс IValueConverter

2.4 Какой интерфейс надо реализовать для валидации данных при привязке?

Для валидации данных при привязке можно реализовать интерфейс IdataErrorInfo.

**3 Вывод**

3.1 Я научился выполнять привязку данных в приложении WPF.

**4 Ход работы**

4.1 Создать в приложении набор объектов Game. Реализовать отображение данных из файла Games.txt в табличном виде в ListView или DataGrid, используя привязку.

4.2 Реализовать отображение значений выбранного объекта вне таблицы в полях ввода и изменение значений (все кроме категории).

4.3 Реализовать возможность смены категории выбранного объекта вне таблицы, добавив отображение списка категорий игр в выпадающем списке и связав выбранный в списке элемент с категорией игры выбранного объекта. При изменении категории в выпадающем списке она должна меняться у выбранного объекта.

4.4 Добавить конвертеры для отображения данных в табличном виде: - для отображения старой цены в зачеркнутом виде, если у цены есть скидка, и новой цены (с примененной скидкой), - для отображения разным цветом строк с разными категориями игр (если категория не указана, то цвет белый).

4.5 Добавить валидацию данных в полях ввода выбранной игры с выводом всплывающих подсказок для следующих значений: - скидку (от 1 до 30), - название (не меньше двух букв), - цену (не может быть отрицательной).

public class Game

{

public int IdGame { get; set; }

public string Name { get; set; }

public string? Description { get; set; }

public string? Category { get; set; }

public double Price { get; set; }

public string PriceInfo { get

{

if (Sale > 0)

return $"~~{Price}~~₽ {Price \* (Sale / 100)}₽";

return $"{Price}₽";

}

}

public double Sale { get; set; } = 0;

}

public class Category

{

public string Name { get; set; }

public string Description { get; set; }

}

<StackPanel>

<DataGrid x:Name="GamesListView" ItemsSource="{Binding Games}" Selected="GamesListView\_Selected">

<DataGrid.ItemTemplate>

<DataTemplate DataType="local:Game"/>

</DataGrid.ItemTemplate>

<DataGrid.Columns>

<DataGridTextColumn Header="Id" Binding="{Binding IdGame}"/>

<DataGridTextColumn Header="Name" Binding="{Binding Name}"/>

<DataGridTextColumn Header="Description" Binding="{Binding Description}"/>

<DataGridTextColumn Header="Category" Binding="{Binding Category}"/>

<DataGridTextColumn Header="Price"/>

<DataGridTextColumn Header="Sale" Binding="{Binding Sale}"/>

</DataGrid.Columns>

</DataGrid>

<StackPanel Orientation="Horizontal">

<TextBox Text="{Binding SelectedGame.Id}"/>

<TextBox Text="{Binding ElementName=GamesListView, Path=SelectedItem.Name}"/>

<TextBox Text="{Binding ElementName=GamesListView, Path=SelectedItem.Description}"/>

<ComboBox SelectedItem="{Binding ElementName=GamesListView, Path=SelectedItem.Category}" ItemsSource="{Binding ElementName=CategoriesListView, Path=Items}" DisplayMemberPath="Name"/>

<TextBox Text="{Binding ElementName=GamesListView, Path=SelectedItem.Price}"/>

<TextBox Text="{Binding ElementName=GamesListView, Path=SelectedItem.Sale}"/>

</StackPanel>

<DataGrid x:Name="CategoriesListView" ItemsSource="{Binding Categories}">

<DataGrid.ItemTemplate>

<DataTemplate DataType="local:Category"/>

</DataGrid.ItemTemplate>

</DataGrid>

</StackPanel>

public partial class MainWindow : Window

{

public List<Game> Games { get; set; }

public Game SelectedGame { get; set; }

public List<Category> Categories { get; set; }

public MainWindow()

{

InitializeComponent();

Games = new()

{

new Game{IdGame = 1, Name = "Tetris", Category = "головоломка", Price = 150},

new Game{IdGame = 2, Name = "Flappy Bird", Description = "игра про летучую птицу", Category = "платформер", Price = 10},

new Game{IdGame = 3, Name = "Pac-man", Description = "игра про колобка", Category = "аркада", Price = 300},

new Game{IdGame = 4, Name = "Arkanoid", Category = "аркада", Price = 400},

new Game{IdGame = 5, Name = "Mario", Description = "игра про Марио", Category = "платформер", Price = 1000},

new Game{IdGame = 6, Name = "Tetris2", Price = 150},

new Game{IdGame = 7, Name = "Flappy Bird2", Description = "игра про летучую птицу", Category = "платформер", Price = 10},

new Game{IdGame = 8, Name = "Pac-man2", Description = "игра про колобка", Price = 300},

new Game{IdGame = 9, Name = "Arkanoid2", Category = "аркада", Price = 400},

new Game{IdGame = 10, Name = "Mario2", Description = "игра про Марио", Price = 1000},

};

Categories = new()

{

new Category{Name = "головоломка", Description = "описание жанра головоломка"},

new Category{Name = "платформер", Description = "описание жанра платформер"},

new Category{Name = "RPG", Description = "описание жанра RPG"},

new Category{Name = "аркада", Description = "описание жанра аркада"}

};

GamesListView.DataContext = this;

CategoriesListView.DataContext = this;

}

private void GamesListView\_Selected(object sender, RoutedEventArgs e)

{

SelectedGame = (Game)sender;

}

}

**Практическая работа №5**

**Сохранение настроек приложения**

**1 Цель работы**

1.1 Научиться сохранять настройки в клиентском приложении на C#.

**2 Контрольные вопросы**

2.1 Как добавить настройки в приложение на C#?

В приложении на C# настройки можно добавить с помощью файла Settings.settings или создать собственные файлы настроек.

2.2Как программно считать значение параметра из настроек?

Программно считать значение параметра из настроек можно с помощью пространства имен Properties.Settings.

2.3 Как программно изменить значение параметра в настройках?

* Значения настроек доступны через свойства объекта Properties.Settings.Default.

2.4 Как выполнить сохранение значений параметров в настройках?

Чтобы сохранить измененные настройки, нужно вызвать метод Save().

**3 Вывод**

3.1 Я научился сохранять настройки в клиентском приложении на C#.

**Практическая работа №6**

**Создание пользовательских элементов управления**

**1 Цель работы**

1.1 Научиться создавать пользовательские элементы управления в приложении WPF.

**2 Контрольные вопросы**

2.1 Для чего применяется ControlTemplate?

ControlTemplate применяется для задания представления и визуального поведения элементов управления в приложениях

2.2 Где может быть описан ControlTemplate?

* В корневом элементе XAML-файла определения приложения. В этом случае шаблон можно будет использовать в любом месте приложения.

2.3 Для чего применяется UserControl?

* UserControl применяется для создания пользовательских элементов управления.

2.4 Каков алгоритм создания пользовательского элемента управления?

* 1. Создать новый проект Библиотека пользовательских классов WPF.
* 2. Щелкнуть правой кнопкой по решению и выбрать «Добавить» → «Новый элемент...».
* 3. Выбрать «User Control (WPF)» и назвать его, например, MyUserControl.
* 4. Нажать кнопку «Добавить» — в решение будут добавлены два новых файла: MyUserControl.xaml и MyUserControl.cs.
* 5. В файле MyUserControl.xaml создать элемент управления, добавив нужные компоненты (кнопку, текстовое поле) и настроив их свойства.
* 6. В файле MyUserControl.cs реализовать логику элемента, например, добавить обработчик событий.

2.5 Как программно создать обработчик события?

Создать метод, сигнатура которого соответствует нужному типу

Добавить этот метод в список обработчиков нужного события с помощью оператора +=.

2.6 Для чего используется свойство зависимости?

Свойства зависимости в WPF используются для того, чтобы вычислить значение свойства на основе других входных данных.

**3 Вывод**

3.1 Я смог научится создавать пользовательские элементы управления в приложении WPF.